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Abstract

SOLWEIG is a computer software model which can be used to estimate and analyse the complex interaction between urban design and the thermal environment. We have extended this work by building a computer software and graphical user-friendly tool that integrates the SOLWEIG model.

The tool is written in Java, while the SOLWEIG model is in MATLAB. It has been tested and evaluated by both normal users and researchers who are familiar to the SOLWEIG model. This tool is a crucial step to allow sharing the model to the users, such as architects and urban planners.
# Table of contents

1. **INTRODUCTION** ................................................................................................................ 8  
   1.1. OVERVIEW OF THE DOCUMENT .............................................................................. 9  

2. **THE SOLWEIG MODEL** .................................................................................................... 10  
   2.1. WHAT IS SOLWEIG........................................................................................................ 10  
   2.2. INPUTS AND OUTPUTS ................................................................................................. 10  
   2.3. APPLICATIONS OF SOLWEIG .................................................................................... 13  

3. **OBJECTIVES** ..................................................................................................................... 14  
   3.1. NEED TO DEVELOP A GRAPHICAL USER-FRIENDLY INTERFACE ...................... 14  
   3.2. METHODOLOGY ............................................................................................................ 15  

4. **THE GRAPHICAL USER-FRIENDLY INTERFACE FOR SOLWEIG** ...................... 17  
   4.1. THE PROGRAMMING LANGUAGE .............................................................................. 17  
   4.2. OTHER PROGRAMMING LANGUAGES ......................................................................... 18  
   4.3. LINKING THE SOLWEIG MODEL WITH THE INTERFACE ....................................... 19  
   4.4. USER REQUIREMENTS ................................................................................................. 20  
   4.5. SYSTEM REQUIREMENTS .............................................................................................. 21  
   4.6. ARCHITECTURE OF THE SYSTEM .............................................................................. 21  
   4.7. DESIGN OF THE SYSTEM ............................................................................................ 23  
   4.8. APPEARANCE OF THE SYSTEM .................................................................................. 25  
      4.8.1. Main frame .............................................................................................................. 26  
      4.8.2. Load DEMs ............................................................................................................. 29  
      4.8.3. Set point of interest in the DEM ........................................................................... 32  
      4.8.4. Load-Create SVFs .................................................................................................. 33  
      4.8.5. Set model parameters ............................................................................................ 34  
      4.8.6. Add meteorological data ......................................................................................... 35  
      4.8.7. Execute SOLWEIG .................................................................................................. 36  
      4.8.8. Calculate Daily Shading ......................................................................................... 37  

5. **FEEDBACK OF THE TESTERS** ........................................................................................... 38  
   5.1. TASKS FEEDBACK ......................................................................................................... 38  
   5.2. GENERAL FEEDBACK ................................................................................................. 41  

6. **CONCLUSIONS** .................................................................................................................. 45  

7. **APPENDIXES – SCENARIOS** ............................................................................................ 46  
   7.1. LOAD DEMS ................................................................................................................ 46  
   7.2. SET POINT OF INTEREST IN THE DEM .................................................................... 50  
   7.3. LOAD-CREATE SVFS .................................................................................................. 51  
   7.4. SET MODEL PARAMETERS ......................................................................................... 52  
   7.5. ADD METEOROLOGICAL DATA .................................................................................. 53  
   7.6. EXECUTE SOLWEIG ................................................................................................... 54  
   7.7. CALCULATE DAILY SHADING ................................................................................... 55  

8. **APPENDIXES – OTHER INFORMATION** ........................................................................... 56  
   8.1. BUILDING DEM FORMAT ........................................................................................... 56  
   8.2. SVF FORMAT ............................................................................................................... 57  
   8.3. SVF IN ZIP .................................................................................................................. 58  
   8.4. METEOROLOGICAL DATA FORMAT ........................................................................... 59
List of figures

FIGURE 1: DEM EXAMPLE .............................................................................................................................. 11
FIGURE 2: SOLWEIG’S OUTPUT EXAMPLE ..................................................................................................... 12
FIGURE 3: USE CASE DIAGRAM .................................................................................................................... 20
FIGURE 4: MODEL-VIEW-CONTROLLER ARCHITECTURE ........................................................................... 22
FIGURE 5: MAIN FRAME AT THE BEGINNING ............................................................................................... 26
FIGURE 6: MAIN FRAME’S MENU BAR ......................................................................................................... 27
FIGURE 7: MAIN FRAME WITH THE SECOND FLOW READY .................................................................... 27
FIGURE 8: MAIN FRAME WITH THE FIRST FLOW READY ......................................................................... 28
FIGURE 9: LOAD DEMS STEP AT THE BEGINNING ...................................................................................... 29
FIGURE 10: LOAD DEMS STEP WHEN MARKING THE BUILDINGS .............................................................. 30
FIGURE 11: LOAD DEMS STEP WHEN SETTING THE VEGETATION ................................................................ 30
FIGURE 12: LOAD DEMS STEP WHEN BOTH DEMS ARE LOADED ............................................................. 31
FIGURE 13: SET POINT OF INTEREST WITH POINT SET ............................................................................. 32
FIGURE 14: LOAD-CREATE SVFS WHEN BOTH SVFS ARE LOADED ........................................................... 33
FIGURE 15: SET MODEL PARAMETERS WITH AND WITHOUT DEFAULT VALUES ..................................... 34
FIGURE 16: ADD METEOROLOGICAL DATA WITH DATA LOADED ............................................................. 35
FIGURE 17: EXECUTE SOLWEIG BEFORE EXECUTING THE MODEL .......................................................... 36
FIGURE 18: CALCULATE DAILY SHADING BEFORE EXECUTING THE MODEL ........................................... 37
FIGURE 19: TASKS FEEDBACK – COULD YOU MANAGE TO END YOUR TASK? .................................... 40
FIGURE 20: TASKS FEEDBACK – DID YOU FIND ERRORS DURING THE EXECUTION OF YOUR TASK? .... 40
FIGURE 21: GENERAL FEEDBACK – WAS YOUR ASSIGNED FLOW EASY TO FOLLOW? ......................... 41
FIGURE 22: GENERAL FEEDBACK – WAS THE INTERFACE EASY TO USE? ............................................... 42
FIGURE 23: GENERAL FEEDBACK – WOULD YOU USE THE SOFTWARE MORE THAN ONCE? ............. 43
FIGURE 24: GENERAL FEEDBACK – EVALUATE THE INTERFACE ............................................................... 44
List of tables

TABLE 1: PARAMETERS DESCRIPTION AND DEFAULT VALUES .......................................................... 52
TABLE 2: VALUE OF THE ANGULAR FACTORS ......................................................................................... 52
1. Introduction

The aim of this thesis is to introduce and explain in detail all the information related to the “SOLWEIG – a climate design tool” project, a graphical and user-friendly software application that integrates and executes the software model called SOLWEIG. SOLWEIG is a radiation model that can make climate estimations (such as sunshine durations, shadow patterns and daily shading) and analyse the complex interaction between urban design and the thermal environment. It was developed by the Urban Climate Group of the Department of Earth Sciences, University of Gothenburg, Sweden.

The SOLWEIG model has been proved to be a useful tool for those who are interested in the subject. However, some restrictions, like being a command-line based software or the need of buying a license to execute it, makes it difficult to share with other users. This is the reason that encouraged the researchers from the Urban Climate Group to ask for a graphical and user-friendly tool that would link the SOLWEIG model and solve these sharing limitations.

For the development of the tool, three requirements have been taken as targets: user-friendly, extensibility and usability. While the extensibility is targeted to the future developers of the tool, in the sense that the software will be easy to extend and update, the user-friendly and usability ones have the aim of ensuring a good looking, elegant and easy to use interface that will encourage the users to use it more than one time. In order to measure the fulfilment of these three requirements, the tool has been tested and evaluated by both normal users and researchers who are familiar to the SOLWEIG model.

The graphical interface has been written in Java and integrates the SOLWEIG model, which is written in MATLAB. Thus, one of the main advantages of this tool is that it offers an alternative way to use a MATLAB application by combining it with a powerful graphical interface.

It is worth to mention that this tool is useful for those who are researching in the subject, as well as for architects and urban planners. The tool is free and executes the SOLWEIG model by using the MATLAB Compiler Runtime, which can be distributed royalty free along with the graphical interface.
1.1. Overview of the document

The thesis contains the following sections:

- **The SOLWEIG model**: it introduces and describes the SOLWEIG model and its applications in real life.
- **Objectives**: it reasons the need of developing a graphical user-friendly interface for the model and explains the methodology followed to achieve this goal.
- **The graphical user-friendly interface for SOLWEIG**: it explains in detail all the steps taken to obtain the final graphical user-friendly interface for the model. These steps can be gathered in three groups: the programming language, the integration of the model within the interface and the developing of a user-friendly interface.
- **Feedback of the testers**: it shows the opinions and feedback obtained by a group of testers that have already tested the software.
- **Conclusions**: it summarises the contents of the whole document by pointing out briefly the main information of it.
2. The SOLWEIG model

This section introduces and describes the SOLWEIG model, including its inputs and outputs. Besides, the applications of this model are listed at the end of the section.

2.1. What is SOLWEIG

SOLWEIG comes from the acronym SOlar and LongWave Environmental Irradiance Geometry, and it is a software solution that estimates spatial variations of three-dimensional radiation fluxes and mean radiant temperature ($T_{\text{mrt}}$) in complex urban settings. It was developed by the Urban Climate Group of the Department of Earth Sciences, University of Gothenburg, Sweden.

The $T_{\text{mrt}}$ is one of the most important meteorological factors that govern human energy balance and the thermal comfort of man outdoors. It can be defined as:

“The sum of all short and long wave radiation fluxes (both direct and reflected), to which the human body is exposed.” [3]

The SOLWEIG model bases its origins from a sustainable urban design perspective, with the aim of determining how the radiation fluxes and the $T_{\text{mrt}}$ can affect the health and wellbeing of the humans in a concrete urban setting along a concrete day.

The model is targeted to the researchers of the subject, architects and urban planners.

2.2. Inputs and outputs

SOLWEIG bases its calculations on a map (see Figure 1), which represents spatial variations of urban geometry, called DEM (Digital Elevation Model). The $T_{\text{mrt}}$ is derived from this data plus some other inputs, “such as direct, diffuse and global shortwave radiation, air temperature, relative humidity and geographical information (latitude, longitude and elevation)” [3].
In order to show the results, the model generates three different types of outputs:

- **Maps**: a set of twenty-four maps that show the spatial variations of the $T_{mrt}$ for each hour of a concrete day plus one more that contains the average of all this information (see Figure 2).
- **Diagrams**: three graphical diagrams that show the spatial variations of the $T_{mrt}$ and both the short and long wave radiation fluxes in a concrete point of the DEM (see Figure 2).
- **Data files**: a text version of the previous maps and diagrams which are stored in the user’s computer.
Figure 2: SOLWEIG’s output example

Figure 2 is an example of the type of maps and diagrams that the SOLWEIG model produces as outputs. The map at the top-left side of the figure corresponds with a map with the averages of the $T_{\text{mrt}}$ on the urban setting that the DEM represents (note that the vertical bar at the right side of the map measures the $T_{\text{mrt}}$ from 30°C to more than 70°C). Then the three diagrams show the evolution of the $T_{\text{mrt}}$ (top-right side) and long (bottom-left side) and short (bottom-right side) wave radiation fluxes along the day in a concrete point of the DEM.

SOLWEIG is written in MATLAB programming language [5]. This involves a certain number of advantages for the aim of this model, as matrices processing are required continuously, requirement that MATLAB covers perfectly. Therefore better, fast and efficient results are obtained.
2.3. Applications of SOLWEIG

The SOLWEIG model can be applied for the following targets:

- Climate estimations (shadow pattern, radiation fluxes, mean radiant temperature, etc) in urban settings.
- Analyse the interaction between urban design and thermal environment.
- Creation of thermal comfort maps.
- Analyse the local effect of a changing climate in the urban setting.
3. Objectives

This section gives an argument for the need of developing a graphical user-friendly interface for the SOLWEIG model. Once this becomes a fact, the methodology that has been followed to achieve this goal is provided.

3.1. Need to develop a graphical user-friendly interface

Once the SOLWEIG model was proved to be useful, the need of sharing it with some groups of researchers and other persons that might be interested in using it arose. However, some limitations were found regarding the usability, quality and performance of the software, such as:

- The SOLWEIG model is using a command-line as interface. This means that, in order to communicate with the software, the user has to type commands and the input data in the command-line to perform the corresponding tasks.
- Neither windows nor buttons are provided during the simulation, objects that nowadays are typical and very common to be used from the user side when he/she deals with software applications.
- The model is working in such a way that it asks the user for the next input data to be typed. It follows a sequential and sorted flow, split in steps, before getting the results and ending the execution. In this way the user is forced to restart (and thus retype) the model every time he/she wants to execute the software and obtain some new results.
- Any mistakes when typing or loading a file forces the user to restart the whole simulation again.

These limitations show that the model is not user-friendly, as it becomes difficult to reuse it many times in a comfortable and friendly way.

In order to share the model to future users, it is needed to provide at least a user-friendly interface that might ensure usability, a good performance and, if possible, an acceptable quality of service. These requirements can be fulfilled by developing a graphical user interface, which is able to solve all the limitations that a command-line interface has. Concretely in this case, with a graphical user interface the user can:
- Make use of windows and buttons, instead of typing commands and the input data, in order to execute the different tasks.
- Break the sequential flow and reload or reselect the input data from a previous step.
- The software does not end after getting the results; therefore the user can re-execute it as many times as needed without restarting the application and reloading the data.
- Any mistakes when loading or selecting the data will not force the user to restart the application.

These advantages encourage the idea of developing both a graphical and a user-friendly interface in order to achieve the main target: to ensure the productivity and constant use of the software from the user side by providing it in an easy and visual way.

3.2. Methodology

Once the need of developing a graphical user-friendly interface becomes a fact, a methodology that achieves this goal has been followed. In order to explain the different methods that have been applied in this project, first it is necessary to group the main tasks that have involved the process of developing the software:

1) Understand the SOLWEIG model and the theory behind it.
2) Analyse the source code of the SOLWEIG model to extract the requirements, software functionalities and formats.
3) Update the source code of the SOLWEIG model in such a way that it can be integrated within the graphical interface.
4) Decide the programming language for the graphical interface by taking into account some important requirements: code integration, user-friendly, usability, extensibility (for future versions of the model) and quality of results.
5) Develop the graphical interface by paying special attention on the user-friendly, from the user point of view, and the extensibility requirements, from the programmer point of view.
6) Test whether the previous requirements are fulfilled.
In order to solve these tasks, different methods have been applied efficiently. The following list describes them:

a) Meetings with the researchers from the Urban Climate Group at the Department of Earth Sciences (University of Gothenburg, Sweden) to solve tasks 1 and 4.

b) Meeting with the software developer of the SOLWEIG model (from the Urban Climate Group at the Department of Earth Sciences, University of Gothenburg, Sweden) to discuss task 2 and solve task 3. It is worth to mention that the development of use cases has been the way that both the model and graphical interface developers have been able to communicate and understand the problem in a very graphic and easy way.

c) Develop the user and software requirement specification (URS and SRS) documents to discuss tasks 4 and 5 and solve task 2.

d) Use the corresponding programming platforms to solve task 5.

e) Collect feedback from a group of software testers to solve task 6.

Besides, weekly meetings and presentations to the supervisors of the project have been held with the aim of keeping track of the progress of the work done during the week before.
4. The graphical user-friendly interface for SOLWEIG

This section explains in detail all the steps that have been taken to obtain the graphical user-friendly interface for the SOLWEIG model.

First, an argument about the chosen programming language for the graphical interface is provided as well as a discussion that compares it with some other programming language alternatives. Second, the way the SOLWEIG model is integrated within the graphical interface is explained. Third, a set of technical information regarding the user needs and system features is provided by setting the user and system requirements, the architecture and the design. Finally, the appearance of the system is shown by means of screenshots that measure the user-friendliness of the system.

4.1. The programming language

The first point regarding the graphical interface was to make a decision about the programming language to be used. As the SOLWEIG model is developed in MATLAB [5], the initial idea was to try to adapt the command-line interface that the model was based on to a graphical one. MATLAB offers a set of toolboxes that allow the software developer to create windows-based applications, so that it could have been possible to rewrite the code and adapt it to a new version by using the MATLAB programming language by itself. However, there are some limitations that strongly encourage leaving this option. These limitations are the ones listed below:

- MATLAB is a proprietary product of The MathWorks [9], where users are dependent on a vendor for products and services (this case on MathWorks). This means that, in order to execute the model, the end user must have a valid license of MATLAB installed in his/her computer. This license is not freeware [10] and might provoke the negligence of the user of buying one and, therefore, of using the software.
- The fact of being sensible that actually there are more powerful graphical libraries that belong to other programming languages that would offer higher amount of options and possibilities to the developers to achieve one of the main targets of the project: a user-friendly interface.
Once having rejected this option and due to a MATLAB limitation when exporting the code to a certain programming language (see section 4.3), the selected language was Java [11]. Among all the features this language has, it is worth to mention the following:

- It is one of the most known and used programming languages to develop graphical and web-based interfaces. It offers a very powerful graphical library called Swing [12] that contains the necessary features to get a very user-friendly interface.
- It is freeware and only requires a virtual machine installed in the computer of the end user in order to be able to execute any Java applications.

With these advantages it is possible to achieve the main goals of the project, so that this programming language has been the one used for the development.

Regarding the programming platform, NetBeans IDE 6.5 [17] has been used to develop the whole graphical interface, which is written under Java version 6.

4.2. Other programming languages

Besides the Java programming language, there are another two alternatives that could have been chosen as the graphical interface programming language. These two languages are:

- .NET [13].
- C++ [14].

In order to understand why there are not more alternatives, please see section 4.3.

Both alternatives are object oriented [15] and could have been perfectly used for the aim of the project. However, there were some constraints that finally encouraged making the decision of using the Java programming language. They are listed below:

- If we compare this with the other two alternatives (Java and .NET), the C++ standard library is not as rich as the other two ones, especially when looking for components to develop a graphical user interface [18].
.NET is a language that can be perfectly compared with Java. In fact nowadays both are two of the most used ones for developing graphical-based interfaces. Even the grammar and syntax of both languages have certain similarities. In this case .NET was rejected because potentially the same results would have been obtained with Java and especially because the developer was more familiar with the Java programming language.

4.3. Linking the SOLWEIG model with the interface

After making the decision of not using the MATLAB programming language to develop the graphical interface, the need of linking the SOLWEIG model (written in MATLAB) with another programming language (finally Java) arose. The first idea was to rewrite the code of the model into Java but, due to certain and important drawbacks, like not having the powerful processing of matrices and plots of MATLAB, this option was rejected.

As MATLAB is a proprietary product, it was mandatory to check the different solutions the vendor offered for this purpose. It was found out that a new set of tools called MATLAB Compiler and MATLAB Builder, under the Application Deployment tools section, was provided to deploy MATLAB functions as library files which could be used with C, C++, Excel, .NET or Java application building environment. That could be the solution to link the model with one of the proposed programming languages, from which the following were suitable for the target of the project, as it had to be object and graphical oriented:

- C++.
- .NET.
- Java.

As it has been explained before, the selected programming language was Java. Therefore, the corresponding MATLAB component that has been used is MATLAB Builder JA [16], which gathers the MATLAB functions of the SOLWEIG model in one Java library file.

The drawback of this solution is that the computer where the application has to be deployed needs to use a runtime engine called the MCR (MATLAB Compiler Runtime) for the MATLAB files to function normally. This means that, besides the graphical interface, an extra application has to be installed; thus it would take more time to the user and more computer resources. However, the MCR is provided with MATLAB Compiler and can be distributed freely with the library files generated by the MATLAB Compiler.
One of the main advantages of this solution is that the user has an alternative way to use MATLAB applications along with a powerful graphical library without buying any licenses and additional software.

4.4. User requirements

One of the first tasks to be studied and done was to extract the different main steps, software functionalities and formats of the SOLWEIG model in its command-line version. This work was understood as a way of realizing the user needs when using the model and, therefore, the future graphical interface. This section provides a list of all the functional requirements of the system that come from the user point of view. They are the ones the graphical interface is based on and are shown as use cases in Figure 3:

![Use case diagram](image)

**Figure 3: Use case diagram**

Some use cases have some important issues in common; therefore they have been equally coloured. The meaning of the different colours is explained below:

- **Green use cases:** “Execute SOLWEIG” and “Calculate Daily Shading”. They correspond with the last step from one of the possible flows the application offers. They execute a part of the model and show some results.
- **Red use cases:** “Load DEMs” and “Set point of interest in the DEM”. They are common functionalities for all the final steps (the green use cases).
- **White use cases:** “Load-Create SVFs”, “Set model parameters” and “Add meteorological data”. In this case they are steps for the “Execute SOLWEIG” use case.
4.5. System requirements

Basing on the user needs and having them gathered in the corresponding use cases (or steps), the next point was to develop each step by describing the way the graphical interface was going to react after the interaction of the user with the system, defining what are called the software (or system) requirements.

The software requirements have been developed by taking into account one of the targets of the project: usability. Concretely, the following features have been applied:

- The buttons are handled in such a way that they guide the user during the flow in most of the cases.
- The names of the windows and messages of the dialogs have been carefully selected in order to be self-explanatory and conclusive.
- There is no way to reach a fourth-level window by starting from the main frame, so that the user can keep track on a task that is being performed without forgetting or not understanding its goal.

For a complete and detailed explanation of all the software requirements, please see section 7.

4.6. Architecture of the system

The functionality of the system is obtained with the software requirements, explained in section 4.5, but it does not give a clear idea about the organization of the data and the way it is handled internally. In order to explain this, the architecture of the system is going to be shown and described in this section.

The architecture of the system has been based in the most important target of the project from the programmer point of view: the extensibility of the code. It is more than probable that the model will be updated quite often and that it will be added more and new functionalities along these changes. Therefore the graphical interface must be prepared to easily be adapted to these future updates without involving big and crucial changes on it.

It is important to isolate the code of the model from the code of the graphical interface. As it was explained in section 4.3, the code of the model will have its version in Java as a Java library. Thus, the architecture of the system must separate the graphical components from the references to the Java library that represents the SOLWEIG model.
Based on the previous constraint and taking into account the extensibility requirement, a Model-View-Controller architecture was chosen to organize the internal flow of the system. This architecture can be seen in Figure 4:

![Model-View-Controller architecture](image)

Figure 4: Model-View-Controller architecture

Where each component has the following role:

- **Model**: contains and handles the references to the SOLWEIG model. It gets the inputs that come from the Controller, calls the different MATLAB functions, saves the output data and return the results to the Controller again. Internally it is organized in such a way that each step (or use case) is a sub-module of the module, so that removing or adding new steps will not affect the others (extensibility requirement).

- **View**: contains and handles all the windows and dialogs that form the graphical interface. It gets the inputs that the user must load or select, send them to the Controller and displays the results that come back from it to the user again. Internally it is organized in such a way that each step (or use case) is a sub-module (dialog) of the module (main frame), so that removing or adding new steps will not affect the others (extensibility requirement).

- **Controller**: it is the module that controls the whole internal flow of the system. It is the link between the View and the Model components. It gets the inputs from the View, sends them to the Model, gets results from the Model and returns them to the View.
With this architecture, the data that belongs to the SOLWEIG model is completely separated from the one that forms the graphical interface. Besides, the different updates of the SOLWEIG model may affect the interface in different ways, but it will not mean big changes on it. The possible cases are listed below:

- An update in the model that does not change any inputs and outputs in the corresponding function will not involve any changes in the interface, neither in the Model component.
- An update in a function that changes some inputs and/or outputs will involve to update the Model, the Controller and rarely the View, but in a small scale.
- Adding a new function that involves the creation of a new step will force to update all the components. Updating the Model and the Controller will not entail big changes (just adding the new sub-module in the Model and a reference to it in the Controller); while the View will depend on the design of the interface regarding the flow in which this new function must be inserted (see section 4.7).

### 4.7. Design of the system

Once the architecture of the system has been defined, the next step is to design all the different components that have been created during the previous process. Concretely, the three components to be designed have been:

- Model.
- View.
- Controller.

As it was explained in section 4.6, both the Model and the View would contain the main data of the whole application, while the Controller would be in charge of linking them two. Therefore it has been needed to find a design that could facilitate the connection between the two data components in an easy way. Due to the extensibility requirement, the most pertinent idea has been to subdivide the corresponding data component in sub-modules where each one of them would represent a step (or use case) coming from the user requirements. Thus, by taking the step “load DEMs” as an example, the different components would have the following:
- **Model:** a sub-module called “load DEMs data” that would handle all the MATLAB data and functions related to this step.
- **View:** a sub-module (dialog) called “load DEMs dialog” that would allow the user to loading or selecting all the inputs and to getting all the outputs related to this step.
- **Controller:** a reference to the sub-module of the Model and to all its functions in order to get the results and send them to the View.

Regarding the View component, besides its internal design, it has been also necessary to set the graphical requirements in order to get appearance of the system, which has been defined basing on the most important target of the project from the user point of view: the user-friendly requirement. Besides the two already-set requirements, usability and extensibility, the user-friendly is the last one that would make the graphical interface fulfilled its main goals.

In order to achieve this requirement, some studies were taken based on the following:

- The current idea that a user has when defining and using a graphical application.
- The profile of the end-users that will like to use the software.
- The previous experience of the programmer when developing user-friendly applications.
- The knowledge of the programmer after analysing an important number of user-friendly applications.

Finally, the main ideas that would define the requirements of the graphical interface were obtained. They are the following:

- It has to look like simple and easy to understand as a first sight.
- It has to be smart and guide the user when possible.
- There will not be tasks inside menus, just within buttons. The user uses what he/she sees.
- There will be a main frame that will only contain the steps (or use cases) in the shape of buttons.
- As there are two possible executions, the main frame will be designed in such a way that these two flows will be perfectly differentiated. Besides, the user will be able to see all the functionality of the system with this design.
Each button will represent a step. Clicking on it would show the user a new
dialog that will manage all the tasks and data related to that step.

In the main frame two status tables will help the user to know the current status
of each step without forcing him/her to know that by opening all the dialogs
every time.

Some buttons will be enabled and will work only when they have to (smart
software and guiding the user).

The user will rarely type any input data. Instead, the interface will provide the
corresponding components that will encourage the user to clicking.

All these requirements can easily be seen in section 4.8.

4.8. Appearance of the system

Once the technical information about the system has been set, the developer is ready to start
the development of the interface by following all the requirements and constraints that have
been previously defined. This section describes the appearance of the system by showing
the screenshots of the final application. First the main frame, with its different appearances,
is presented as the main window of the interface. Then the dialogs that represent the
different steps of the model are displayed. Note that this section covers the software from the
graphical point of view; the functionality of each window, representing the contents of the
SOLWEIG model, is not explained.
4.8.1. Main frame

Figure 5 shows the initial window (or main frame) that the user will find every time he/she launches the application:

![Main frame diagram]

Figure 5: Main frame at the beginning

As it can be seen in Figure 5, the different steps of the SOLWEIG model are shown from the beginning in the shape of buttons. They are sorted in the corresponding two flows (located between the menu bar and the status tables at the bottom of the frame). The first one has six steps, starting from the “Load DEMs” step and ending with the “Execute SOLWEIG” one. The second one has three steps, from “Load DEMs” to “Calculate Daily Shading”. Notice that the steps one and two (“Load DEMs” and “Set point of interest in the DEM”) are common for both flows.

Besides, the status tables (located at the bottom of the frame) indicate the current situation of the input data (that is, the files and information that must be loaded by the user in order to execute the SOLWEIG model). At this beginning point, they are all unloaded (marked by red-cross icons). There is one table per flow, so that in this case the one at the left side represents the input data from the first flow, while the one at the right is related to the second flow.
Regarding the buttons, there is only one which is allowed to be clicked, so that the user will not have to think or find out how to start using the software (although this would be known for those who are related to the subject). In this case this button represents the step one.

Figure 6 shows the contents of the menu bar that belongs to the main frame:

![Figure 6: Main frame’s menu bar](image)

The menu bar from Figure 6 does not contain any tasks related to the SOLWEIG model; instead it shows basic functionality of the interface, like in this case are to exit the tool and an about section that would retrieve the information about the interface (description of the model, software version, developers, etc.).

![Figure 7: Main frame with the second flow ready](image)
After loading the first required files (those corresponding to first step – “Load DEMs”), the buttons at the main frame start being able to be used and will allow the user to go further along the steps (see Figure 7). In this case the second flow (“Calculate Daily Shading”) is ready to be simulated and get the results. Besides, the corresponding status table (bottom at the right) indicates (with the blue-tick icons) that the inputs are loaded, so that it helps the user to understand the current situation of the system.

Figure 8 shows the main frame when all the input data related to the first flow is loaded as well:

![Figure 8: Main frame with the first flow ready](image)

This is the case where all the buttons are enabled. Therefore the first flow can also be simulated. In fact, the two status tables have the blue-tick icons next to all the inputs.
4.8.2. Load DEMs

When a button from the main frame (see Figure 6) is clicked, a new dialog pops up with all the functionality and input data related to the step it represents. In this case the first step ("Load DEMs" button) pops up the dialog as shown in Figure 9:

![Load DEMs](image)

Figure 9: Load DEMs step at the beginning

Figure 9 shows how the system guides the user by specifying the action that has to be performed in order to load the input data correctly (this is done by enabling the corresponding button, in this case called "Load building DEM").

After loading the corresponding data, the system enables all the buttons shown in Figure 9. By clicking the "Create/Edit vegetation DEM" button, the user will get two new dialogs (see Figure 10 and Figure 11):
These two dialogs from above represent a third-level dialog, while their parent’s dialog (in this case “Load DEMs”) represents a second-level one. This is the furthest the user can get by clicking and getting new windows along the steps. Therefore it is easy for the user to keep track on the task that is being performed.
Figure 12 shows how the “Load DEMs” dialog looks like after all the corresponding input data has been loaded:

By clicking on “Close” (located at the right-bottom), the dialog will be hidden and the user will go back to the main frame, which now will get the appearance shown in Figure 7.

See section 7.1 for a detailed description of this step from the system point of view.
4.8.3. Set point of interest in the DEM

Figure 13 corresponds to the dialog that is popped up when the button “Set point of interest in the DEM” is clicked (see Figure 7):

Figure 13: Set point of interest with point set

Figure 13 is an example that shows how the Java interface integrates the SOLWEIG model in MATLAB, as the left window is a MATLAB one with all its functionality, while the one at the right is a Java window that controls the MATLAB one. In this case, clicking on the “Set new point” button will activate the MATLAB window for the user to click on the shown DEM. After the interaction of the user, the Java window will get the selected coordinate and show it on its window (“x” and “y” boxes at the top of the Java window).

See section 7.2 for a detailed description of this step from the system point of view.
4.8.4. Load-Create SVFs

Figure 14 corresponds to the dialog that is popped up when the button “Load-Create SVFs” is clicked (see Figure 7):

![Load-Create SVFs](image)

**Figure 14: Load-Create SVFs when both SVFs are loaded**

Like the dialog shown in Figure 14 encourages, the user will normally click instead of typing the input data. This is normally a more comfortable and efficient solution for the users.

As shown in Figure 14, the input data is already loaded, thus by clicking on “Close” (located at the right-bottom) the dialog will be hidden and the user will go back to the main frame, which now will enable the buttons corresponding to the fourth and fifth steps of the first flow.

See section 7.3 for a detailed description of this step from the system point of view.
4.8.5. Set model parameters

Figure 15 corresponds to the dialog that is popped up when the button “Set model parameters” is clicked (see Figure 7):

![Set model parameters dialog](image)

**Urban parameters**

<table>
<thead>
<tr>
<th>Name</th>
<th>Description</th>
<th>Default value</th>
<th>Use default value</th>
<th>New value</th>
</tr>
</thead>
<tbody>
<tr>
<td>Albedo</td>
<td>Average albedo</td>
<td>0.15</td>
<td>✓</td>
<td></td>
</tr>
<tr>
<td>Emissivity - walls</td>
<td>Emissivities of building</td>
<td>0.9</td>
<td></td>
<td>0.7</td>
</tr>
<tr>
<td>Emissivity - ground</td>
<td>Emissivities of the ground</td>
<td>0.95</td>
<td>✓</td>
<td></td>
</tr>
</tbody>
</table>

**Personal parameters**

<table>
<thead>
<tr>
<th>Name</th>
<th>Description</th>
<th>Default value</th>
<th>Use default value</th>
<th>New value</th>
</tr>
</thead>
<tbody>
<tr>
<td>Absorption of K</td>
<td>Absorption coefficient K</td>
<td>0.7</td>
<td>✓</td>
<td></td>
</tr>
<tr>
<td>Absorption of L</td>
<td>Absorption coefficient L</td>
<td>0.97</td>
<td></td>
<td>0.45</td>
</tr>
</tbody>
</table>

**Figure 15: Set model parameters with and without default values**

See section 7.4 for a detailed description of this step from the system point of view.
4.8.6. Add meteorological data

Figure 16 shows the dialog that is popped up when the button “Add meteorological data” clicked (see Figure 7):

![Add meteorological data dialog](image)

Figure 16: Add meteorological data with data loaded

In the above figure the input data is already loaded, thus by clicking on “Close” (located at the right-bottom) the dialog will be hidden and the user will go back to the main frame, which now will get the appearance shown in Figure 8.

See section 7.5 for a detailed description of this step from the system point of view.
4.8.7. Execute SOLWEIG

Figure 17 shows the execution dialog that is popped up when the button “Execute SOLWEIG” in the first flow is clicked (see Figure 8):

![Execute SOLWEIG dialog](image)

**Figure 17: Execute SOLWEIG before executing the model**

By clicking on the “Execute SOLWEIG” button (located at the right-bottom in Figure 17), the user will be able to simulate the first flow of the model.

See section 7.6 for a detailed description of this step from the system point of view.
4.8.8. Calculate Daily Shading

Figure 18 shows the execution dialog that is popped up when the button “Calculate Daily Shading” in the second flow is clicked (see Figure 8):

![Calculate Daily Shading dialog](image)

By clicking on the “Calculate Daily Shading” button (located at the right-bottom in Figure 18), the user will be able to simulate the second flow of the model.

See section 7.7 for a detailed description of this step from the system point of view.
5. Feedback of the testers

This section covers the validation of the system. It summarizes the different opinions and feedback that have been obtained by a group of seventeen testers.

The feedback is split in two groups:

- **Tasks feedback**: concerns questions related to a set of tasks that have been given to and done by the testers.
- **General feedback**: concerns questions related to the graphical interface.

The next sections will cover this feedback by listing the different questions answered by the testers and giving the results and comments obtained from each one.

### 5.1. Tasks feedback

This group of questions are related to a set of tasks that have been done by the testers. There are two types of tasks:

- **Interface-oriented tasks**: tasks one and two (see below). They try to measure whether the tasks can be done by just following some specified steps. Interpreting the results is not required; the aim is to check if the testers are able to manage all the steps by just dealing with the graphical interface. Anyone can do them.
- **Model-oriented tasks**: tasks three and four (see below). They try to measure whether the testers can answer the question that is asked. Interpreting the results is required; the aim is to demonstrate if the software is actually useful for those who might make use of it in the future. They are targeted to testers who know about the subject.
These tasks are defined below:

1) Execute the SOLWEIG model by:
   o Loading the building DEM.
   o Loading and editing the vegetation DEM. Add one tree of each type and save it in a new file.
   o Choosing Göteborg as the location.
   o Setting a point of interest.
   o Loading the building SVF.
   o Creating the vegetation SVF.
   o Not using the vegetation DEM in the final execution.

2) Execute the Calculate Daily Shading by:
   o Loading the building DEM.
   o Loading the vegetation DEM.
   o Choosing Göteborg as the location.
   o Setting a point of interest.
   o Not using the vegetation DEM in the final execution.

3) Model sensitivity: How does the mean radiant temperature ($T_{mrt}$) vary with altered “albedo” values in a courtyard?

4) Calculate the solar access at the first, second and third floor at the north wall in an east-west oriented street canyon 6 May.

Once the testers dealt with the different tasks, two questions were answered by them:

1) Could you manage to end your task? If not, why?
2) Did you find errors during the execution of your task? Where and when?

Despite of the fact of having two types of tasks, the conclusions and results will be shown by not taking into account the nature of the task. The reason of grouping them is the lack of a proper number of testers who have tested the model-oriented tasks and the fact that some testers did answer the questions from a general opinion after having tested all the tasks. Besides, the initial aim is to have a general idea of how the testers react when they deal with the interface. Future studies may pay special attention on the details that might cause the possible dissatisfaction of a user.
The results obtained from the answer of the two questions are shown in Figure 19 and Figure 20:

![Figure 19: Tasks feedback – Could you manage to end your task?](image1)

![Figure 20: Tasks feedback – Did you find errors during the execution of your task?](image2)

As shown in Figure 19, the 94% of the testers could solve the tasks without having any problems. However, there were some cases where some errors were found (like Figure 20 indicates, the 18% of the testers found errors). Concretely in this case, these bugs were caused when the tester tried to load a file or type a specific input data. They are actually located and going to be solved.
5.2. General feedback

This feedback is defined by a set of questions that were asked to the testers once they tried the interface through the assigned tasks or by their own. They try to measure if the interface is user-friendly and if a future end-user would find it usable and would be satisfied with the behaviour of the software. The questions are listed below:

1) Was your assigned flow (Execute SOLWEIG or Calculate Daily Shading) easy to follow? Please evaluate on a scale from 1 (easy) to 7 (difficult).
2) Was the interface easy to use? Please evaluate on a scale from 1 (easy) to 7 (difficult).
3) Would you use the software more than once or is it too complicate or poor in terms of usability?
4) Please evaluate the interface by giving a mark between 1 (lowest mark) and 7 (highest mark).
5) Finally, write down your additional comments (optional).

The results for each question are shown below with the corresponding graphics:

<table>
<thead>
<tr>
<th>Was your assigned flow easy to follow? 1 (easy) - 7 (difficult)</th>
</tr>
</thead>
<tbody>
<tr>
<td>7</td>
</tr>
<tr>
<td>6</td>
</tr>
<tr>
<td>5</td>
</tr>
<tr>
<td>4</td>
</tr>
<tr>
<td>3</td>
</tr>
<tr>
<td>2</td>
</tr>
<tr>
<td>1</td>
</tr>
</tbody>
</table>

![Percentage of testers](image_url)

Figure 21: General feedback – Was your assigned flow easy to follow?
Was the interface easy to use? 1 (easy) - 7 (difficult)

<table>
<thead>
<tr>
<th>Percentage of testers</th>
</tr>
</thead>
<tbody>
<tr>
<td>7</td>
</tr>
<tr>
<td>6</td>
</tr>
<tr>
<td>5</td>
</tr>
<tr>
<td>4</td>
</tr>
<tr>
<td>3</td>
</tr>
<tr>
<td>2</td>
</tr>
<tr>
<td>1</td>
</tr>
</tbody>
</table>

Figure 22: General feedback – Was the interface easy to use?

Figure 21 and Figure 22 present the results for two questions that are quite related to the user-friendly requirement. By having a look at both figures, it can be concluded that on average, the testers found the interface easy to follow and use (in both cases, the 53% of the testers gave a 2 as an answer, which means that they found it quite easy). However, there were some others that had some problems when trying to deal with it (for instance, the 6% of the testers gave a 6 in the second question, see Figure 22). Concretely, one of the testers had to give a try first in order to understand how to do the assigned task, while another one considers that there are many previous steps before getting any results. These two cases were studied and it was found out that both testers did not know about the subject and did not have a previous introduction to the model and interface, so they got lost especially when they tried to solve the model-oriented tasks.
Would you use the software more than once?

![Bar chart showing 100% yes and 0% no]

Percentage of testers

**Figure 23: General feedback – Would you use the software more than once?**

Figure 23 presents the results for a question that is related to the usability requirement. By having a look at the figure, it can be concluded as a success the fact that a future end-user would use the interface many times to get the desired results, as the 100% of the testers claimed that they would use the software again. In this way one of the most important targets of the project is more than fulfilled: usability.
Figure 24 asks the testers to evaluate the interface. By having a look at the results provided in the figure, it can be concluded as very positive the final mark that the interface has received as a whole by the testers (the 88% of them marked it with a 5 or 6, which is a quite high mark). No negative marks have been given and that is a sign of satisfaction by the future end-user. In fact, and related to the last question, where the testers had the chance to express an opinion about the tool, good feedback was received as a summary by the testers. Concretely, some of them think that the interface is easy to use; another one likes the way it gets the results (nice-looking), which are quite easy to interpret; and another is satisfied with the tree that is provided to follow the actions and completions.

As a summary and by taking into account the previous results and opinions, the results obtained from the feedback can be concluded as satisfactory.
6. Conclusions

In this document, a graphical and user-friendly software interface for the SOLWEIG model has been presented. It solves the problem of sharing the model with other users by avoiding the restrictions that this software has. The tool is written in Java and uses the Swing library to show the graphical components.

Regarding the connection with the SOLWEIG model (which is written in MATLAB), the tools MATLAB Compiler and MATLAB Builder JA have been used to obtain a Java version of the model, so that the graphical interface can execute the MATLAB functions by making use of a MATLAB runtime engine called MATLAB Compiler Runtime. This application can be deployed royalty-free along with the graphical interface. Therefore the graphical interface can take advantage of MATLAB matrices processing and plots of DEMs in order to get the fastest and efficient simulation of the model; while, regarding the distribution of the application, it can be shared with researchers, architects and urban planners without the need of buying a license.

In order to develop the tool, a methodology has been followed. The main applied method has been the one concerning the meetings, with the researchers of the Urban Climate Group, from which the requirements of the graphical interface were obtained. These requirements have been: user-friendly interface, extensibility of the code and usability of the whole tool. They have been solved by developing and analysing technical documents that have defined the structure (both the external and the internal one) of the interface. It is worth to mention that a Model-View-Controller architecture has been applied, since it covers the extensibility requirement and facilitates the achievement of the other two ones.

Finally, the tool has been tested by a sample of seventeen testers who have given a first idea of how the tool impacts both a normal user and a researcher who is familiar to the SOLWEIG model. The results can be considered as satisfactory, as most of the questions answered by the testers have had a positive feedback. Besides, some comments and opinions have been taken into account for future versions of the software.
7. Appendixes – Scenarios

This section develops each use case that has been defined in section 4.4. In order to do this, each of them is going to be exploited in scenarios that will explain the interaction between the user and the graphical interface and, therefore, will represent the system requirements.

7.1. Load DEMs

Scenario 1: Basic scenario
1. The user selects the “Load DEMs” option.
2. The system shows the “Load DEMs” window, which initially has the following enabled options:
   - “Load building DEM” button: used to load the building DEM.
   - “Close” button: used to close the “Load DEMs” window.

Scenario 2: Button “Load building DEM” is pressed
1. The user presses the “Load building DEM” button.
2. The system shows a file chooser (any type of file extensions are allowed).
3. The user selects a building DEM file and presses the “Load” button from the file chooser.
4. The system closes the file chooser and checks whether the selected file corresponds with a valid building DEM (see section 8.1).
   [If the building DEM is valid]
5. The system loads the building DEM and notifies this fact to the user. Besides, it hides the “Load building DEM” button and shows in the “Load DEMs” window new options:
   - “Load vegetation DEM” button: used to load the vegetation DEM.
   - “Create/Edit vegetation DEM” button: used to create/edit the vegetation DEM.
   - “Location” list: used to select the location the DEM belongs to. It is a list with the locations of the main cities in the world which is stored in two files within the system (see section 8.5).
   - “Add location” button: used to add new location within the system.
   - “Edit location” button: used to edit the parameters of the location selected in the “Choose location” list.
   - “Remove location” button: used to delete the selected location from the system.
   - “Load new DEMs” button: used to unload the current DEM/DEMs and start again in Scenario 1.

Scenario 3: Invalid building DEM format (from step 4 of Scenario 2)
[If the building DEM has not a valid format]
5. The system shows an “Invalid building DEM format” error message dialog. Types of errors:
   - There are more or less headers than expected.
   - The headers are not sorted in the corresponding order.
   - There is at least one incorrect value in the header.
   - The matrix has not the size specified in the headers.
6. The user presses the “OK” button from the current dialog.
7. The system closes the dialog.
Scenario 4: Button “Load vegetation DEM” is pressed
1. The user presses the “Load vegetation DEM” button.
2. The system shows a file chooser (any type of file extensions are allowed).
3. The user selects a vegetation DEM file and presses the “Load” button from the file chooser.
4. The system closes the file chooser and checks whether the selected file corresponds with a valid vegetation DEM (see section 8.6).
   [If the vegetation DEM is valid]
5. The system loads the vegetation DEM and notifies this fact to the user.

Scenario 5: Invalid vegetation DEM (from step 4 of Scenario 4)
   [If the building DEM is not valid]
5. The system shows an “Invalid vegetation DEM” error message dialog.
6. The user presses the “OK” button from the current dialog.
7. The system closes the dialog.

Scenario 6: Button “Create/Edit vegetation DEM” is pressed
1. The user presses the “Create/Edit vegetation DEM” button.
   [If there is not a vegetation DEM file loaded]
2. The system shows the “Mark the buildings” window, which has the following options:
   - “Mark buildings” button: used to mark the buildings that appear within the building DEM. In order to do this, a MATLAB window shows the buildings to the user, who will have the chance to mark them as many times as needed.
   - “Undo last marking” button: used to undo the last marking made by the user (it is initially disabled and becomes enabled after having marked the first buildings). It is possible to undo one time, after this the undone action can be redone, so that the button will be renamed as “Redo last marking”. Every time the user marks new buildings the button will be called and work as “Undo last marking”.
   - “Continue” button: used to enter to the next step: “Edit vegetation DEM” window (the “Mark the buildings” window is automatically closed). This button is initially disabled and becomes enabled after having marked the first buildings.
   - “Cancel” button: used to cancel the whole action and to close the “Mark the buildings” window.
   [In any case]
3. The system shows the “Edit vegetation DEM” window, which has the following options:
   - “Conifer” radio button: used to mark a conifer as the tree to be located.
   - “Deciduous” radio button: used to mark a deciduous as the tree to be located.
   - “Bush” radio button: used to mark a bush as the tree to be located.
   - “Diameter (m)” input: used to specify the diameter of the tree to be located (in meters). It is a decimal number from 0 to infinity.
   - “Tree height (m)” input: used to specify the height of the tree to be located (in meters). It is a decimal number from 0 to infinity.
   - “Trunk height (m)” input: used to specify the trunk size of the tree to be located (in meters). It is a decimal number from 0 to infinity. It cannot be equal or greater than the height of the tree. Besides, the bush tree will always have a value of 0.0 for this input.
   - “Locate” button: used to locate the selected tree within the building DEM. In order to do this, a MATLAB window with the building DEM been displayed on it is provided and activated to let the user click in the desired location over the DEM to locate the tree.
   - “Select the unit ID” combo box: used to choose the tree (through its identifier) that the user wants to remove.
- “Remove” button: used to remove the tree that has been selected within the “Select the unit ID” combo box.
- “Create a new vegetation DEM” button: used to restart the process and create a new vegetation DEM from the beginning, so that the “Mark the buildings” window is automatically shown and the system jumps to the step 2 of this scenario. Note: the system shows a warning dialog to the user before restarting the process, so that he/she has the chance to think before taking the decision.
- “Save” button: used to save the current situation of the vegetation. All the information regarding the trees is saved and will be part of a new vegetation DEM (see section 8.6). After this, the “Edit vegetation DEM” window is automatically closed.
- “Cancel” button: used to cancel the whole action and to close the “Edit vegetation DEM” window.

[If a vegetation DEM is loaded or created]
4. The system loads the vegetation DEM and notifies this fact to the user.

**Scenario 7: Button “Add location” is pressed**

1. The user presses the “Add location” button.
2. The system shows the “Add location” window, which has the following options:
   - “Country” input: used to type the name of the country.
   - “City” input: used to type the name of the city.
   - “Longitude” input: used to specify the longitude of the city. It is a positive or negative decimal number.
   - “Latitude” input: used to specify the latitude of the city. It is a positive or negative decimal number.
   - “Altitude” input: used to specify the altitude of the city. It is a positive or negative decimal number.
   - “UTC” combo box: used to specify the Coordinated Universal Time the city belongs to.
   - “Add” button: used to save the new location in the system and to close the “Add location” window. The “Choose location” list will be updated with the new location. See section 8.5.
   - “Cancel” button: used to cancel the whole action and to close the “Add location” window.

**Scenario 8: Button “Edit location” is pressed**

1. The user presses the “Edit location” button.
2. The system shows the “Edit location” window, which has the following options:
   - “Country” input: used to retype the name of the country. Initially it will have loaded the country of the selected location in the “Choose location” list.
   - “City” input: used to retype the name of the city. Initially it will have loaded the city of the selected location in the “Choose location” list.
   - “Longitude” input: used to specify the new longitude of the city. It is a positive or negative decimal number. Initially it will have loaded the longitude of the selected location in the “Choose location” list.
   - “Latitude” input: used to specify the latitude of the city. It is a positive or negative decimal number. Initially it will have loaded the latitude of the selected location in the “Choose location” list.
   - “Altitude” input: used to specify the altitude of the city. It is a positive or negative decimal number. Initially it will have loaded the altitude of the selected location in the “Choose location” list.
- “UTC” combo box: used to specify the Coordinated Universal Time the city belongs to. Initially it will have loaded the UTC of the selected location in the “Choose location” list.
- “Apply” button: used to save the new parameters of the location in the system and to close the “Edit location” window. The “Choose location” list will be updated with the modified location. See section 8.5.
- “Cancel” button: used to cancel the whole action and to close the “Edit location” window.

Scenario 9: Button “Remove location” is pressed
1. The user presses the “Remote location” button.
2. The system shows a “Remove location” question message dialog.
   [If the user does not want to continue]
   3. The system closes the dialog.
   [If the user wants to continue]
   3. The system closes the dialog, removes the location from the system and updates the “Choose location” list.

Scenario 10: Button “Load new DEMs” is pressed
1. The user presses the “Load new DEMs” button.
2. The system shows a “Load new DEMs” question message dialog.
   [If the user does not want to continue]
   3. The system closes the dialog.
   [If the user wants to continue]
   3. The system closes the dialog, unload the current DEM/DEM and jumps to Scenario 1.

Scenario 11: Button “Close” is pressed
1. The user presses the “Close” button.
2. The system closes the “Load DEMs” window.
7.2. Set point of interest in the DEM

Scenario 1: Basic scenario
1. The user selects the “Set point of interest in the DEM” option.
2. The system shows the “Set point of interest” window, which initially has the following enabled options:
   - “x” input: where the system shows the value of the “x” coordinate where the point of interest is located within the DEM.
   - “y” input: where the system shows the value of the “y” coordinate where the point of interest is located within the DEM.
   - “Height” input: where the user has to specify a height from where the selected point is going to be studied (this height can be negative and decimal. The default value is 1.1).
   - “Set new point” button: used to set a new point of interest within the building DEM.
   - “Cancel” button: used to cancel the whole action and to close the “Set point of interest” window/s.

Scenario 2: Button “Set new point” is pressed
1. The user presses the “Set new point” button.
2. The system activates a MATLAB window where the user has the chance to choose a new point of interest within the current building DEM by clicking once with the mouse over the presented image. If the vegetation DEM is loaded, the system will show the vegetation units as well.
3. The user sets a point of interest by clicking on the DEM.
4. The system takes the coordinates and shows them to the user. Besides, it shows in the “Set point of interest” window a new option:
   - “Apply” button: used to set the point of interest and to close the “Set point of interest” window/s.

Scenario 3: Button “Cancel” is pressed
1. The user presses the “Cancel” button.
2. The system closes the “Set point of interest” window/s without setting any changes.

Scenario 4: Button “Apply” is pressed
1. The user presses the “Apply” button.
2. The system restores the height of the previous point of interest (if there was any), sets the new point of interest (and its height) and then closes the “Set point of interest” window/s. Besides, it shows in the “Set point of interest” window a new option:
   - “Clear current point” button: used to unset the current point of interest.

Scenario 5: Button “Clear current point” is pressed
1. The user presses the “Clear current point” button.
2. The system restores the height of the current point of interest, closes the “Set point of interest” window/s and jumps to Scenario 1.
7.3. Load-Create SVFs

Scenario 1: Basic scenario
1. The user selects the “Load-Create SVFs” option.
2. The system shows the “Load-Create SVFs” window, which has the following options:
   - “Load building SVF” button: used to load the building SVF.
   - “Create building SVF” button: used to create the five building SVFs for the loaded building DEM and save them in one compressed ZIP file.
   - “Load vegetation SVF” button: used to load the vegetation SVF. This button is disabled if the vegetation DEM is not loaded.
   - “Create vegetation SVF” button: used to create the five vegetation SVFs for the loaded vegetation DEM and save them in one compressed ZIP file. This button is disabled if the vegetation DEM is not loaded.
   - “Close” button: used to close the “Load-Create SVFs” window.

Scenario 2: Button “Load building SVF” or “Load vegetation SVF” is pressed
1. The user presses the “Load building SVF” or “Load vegetation SVF” button.
2. The system shows a file chooser that allows selecting ZIP files.
3. The user selects the ZIP file which contains the SVF (see section 8.3) and presses the “Load” button from the file chooser.
4. The system closes the file chooser, decompresses the ZIP file and checks whether the SVF in ZIP format is being followed (see section 8.3).
   [If the SVF in ZIP format is valid]
5. The system checks whether each file corresponds with a valid SVF (see section 8.2).
   [If the SVF is valid]
6. The system loads the SVF and notifies this fact to the user.

Scenario 3: Invalid SVF in ZIP format (from step 4 of Scenario 2)
[If the SVF in ZIP format is not valid]
5. The system shows an “Invalid SVF in ZIP format” error message dialog.
6. The user presses the “OK” button from the current dialog.
7. The system closes the dialog.

Scenario 4: Different SVF header (from step 5 of Scenario 2)
[If a SVF has not the same header than the building DEM]
6. The system shows a “Different SVF header” error message dialog.
7. The user presses the “OK” button from the current dialog.
8. The system closes the dialog.

Scenario 5: Button “Create building SVF” or “Create vegetation SVF” is pressed
1. The user presses the “Create building SVF” or “Create vegetation SVF” button.
2. The system shows a file chooser where the user has the chance to choose a folder and a name where to save the SVF in ZIP format (see sections 8.2 and 8.3).
3. The user chooses a destination path and presses the “Save” button from the file chooser.
4. The system closes the file chooser and creates the SVF, which is then saved in the corresponding folder. While its creation, a MATLAB progress bar is displayed to show the user the remaining time to finish the process.
5. The system loads the SVF and notifies this fact to the user.
Scenario 6: Button “Close” is pressed
1. The user presses the “Close” button.
2. The system closes the “Load-Create SVFs” window.

7.4. Set model parameters

Scenario 1: Basic scenario
1. The user selects the “Set model parameters” option.
2. The system shows the “Set model parameters” window, which has the following options:
   - The following list of parameters with their default values:

<table>
<thead>
<tr>
<th>Parameter</th>
<th>Description</th>
<th>Default value</th>
</tr>
</thead>
<tbody>
<tr>
<td>Albedo</td>
<td>Average albedo</td>
<td>0.15</td>
</tr>
<tr>
<td>Emissivity - wall</td>
<td>Emissivities of building walls</td>
<td>0.9</td>
</tr>
<tr>
<td>Emissivity - ground</td>
<td>Emissivities of the ground</td>
<td>0.95</td>
</tr>
</tbody>
</table>

   - “Cancel” button: used to cancel the whole action and to close the “Set model parameters” window.
   - “Apply” button: used to set the parameters and to close the “Set model parameters” window.

Table 1: Parameters description and default values

Note: only the coloured parameters are configurable. They are decimal numbers between 0 and 1 (including both).

- “Cancel” button: used to cancel the whole action and to close the “Set model parameters” window.
- “Apply” button: used to set the parameters and to close the “Set model parameters” window.

Scenario 2: Button “Cancel” is pressed
1. The user presses the “Cancel” button.
2. The system closes the “Set model parameters” window without setting any changes.

Scenario 3: Button “Apply” is pressed
1. The user presses the “Apply” button.
2. The system checks whether the values of the parameters are valid.
   [If the values of the parameters are valid]
3. The system stores the new values. For the parameter “Paste” there are two possible options: “STAND” and “SIT”; depending on what the user has chosen, the “Fside” and “Fup” parameters would automatically get the following values:

<table>
<thead>
<tr>
<th>PA value</th>
<th>Fside value</th>
<th>Fup value</th>
</tr>
</thead>
<tbody>
<tr>
<td>STAND</td>
<td>0.22</td>
<td>0.06</td>
</tr>
<tr>
<td>SIT</td>
<td>0.166</td>
<td>0.166</td>
</tr>
</tbody>
</table>

Table 2: Value of the angular factors
4. The system closes the “Set model parameters” window.

**Scenario 4: Invalid parameter values (from step 2 of Scenario 2)**

[If the values of the parameters are not valid]
3. The system shows an “Invalid parameter values” error message dialog.
4. The user presses the “OK” button from the current dialog.
5. The system closes the dialog.

### 7.5. Add meteorological data

**Scenario 1: Basic scenario**
1. The user selects the “Add meteorological data” option.
2. The system shows the “Add meteorological data” window, which has the following options:
   - “Calculate direct and diffuse radiation from global radiation” check box: used to indicate whether the direct and diffuse radiation data should be obtained through the global radiation.
   - “Load meteorological data” button: used to load the meteorological data.
   - “Close” button: used to close the “Add meteorological data” window.

**Scenario 2: Button “Load meteorological data” is pressed**
1. The user presses the “Load meteorological data” button.
2. The system shows a file chooser (any type of file extensions are allowed).
3. The user selects a file and presses the “Load” button from the file chooser.
4. The system closes the file chooser and checks whether the selected file corresponds with a valid meteorological data file (see section 8.4).
   [If the format is valid]
5. The system loads the meteorological data and notifies this fact to the user.

**Scenario 3: Invalid meteorological data format (from step 4 of Scenario 2)**

[If the file has not a valid format]
5. The system shows an “Invalid meteorological data format” error message dialog. Types of errors:
   - There are more or less columns than expected.
   - The columns are not sorted in the corresponding order.
   - There is at least one incorrect value in a certain row and column.
6. The user presses the “OK” button from the current dialog.
7. The system closes the dialog.

**Scenario 4: Button “Close” is pressed**
1. The user presses the “Close” button.
2. The system closes the “Add meteorological data” window.
7.6. Execute SOLWEIG

Scenario 1: Basic scenario
1. The user selects the “Execute SOLWEIG” option.
2. The system shows the “Execute SOLWEIG” window, which has the following options:
   - “Do not use the vegetation DEM” check box: used to indicate whether to use or not the vegetation DEM during the execution of the model. This option is enabled only if the vegetation DEM is loaded.
   - “Do not show the temporal images during the execution” check box: used to indicate whether to see or not the graphics shown during the execution.
   - “Select the output folder” button: used to select a folder where the output is stored.
   - “Cancel” button: used to cancel the whole action and to close the “Execute SOLWEIG” window.
   - “Execute SOLWEIG” button: used to execute the SOLWEIG model and to close the “Execute SOLWEIG” window.

Scenario 2: Button “Select the output folder” is pressed
1. The user presses the “Select the output folder” button.
2. The system shows a file chooser where the user has the chance to choose a folder where the output of the execution will take place.
3. The user chooses a destination path and presses the “Select” button from the file chooser.
4. The system closes the file chooser and notifies the output folder to the user.

Scenario 3: Button “Cancel” is pressed
1. The user presses the “Cancel” button.
2. The system closes the “Execute SOLWEIG” window.

Scenario 4: Button “Execute SOLWEIG” is pressed
1. The user presses the “Execute SOLWEIG” button.
2. The system checks if an output folder has been specified.
   [If an output folder has been specified]
3. The system closes the “Execute SOLWEIG” window and executes the SOLWEIG model. A MATLAB window is shown at the end of the process with a summary of the data that has been stored in the output folder.
   [If an output folder has not been specified]
3. The system shows an “Invalid output folder” error message dialog.
4. The user presses the “OK” button from the current dialog.
5. The system closes the dialog.

Scenario 5: Invalid output folder (from step 2 of Scenario 4)
7.7. Calculate Daily Shading

Scenario 1: Basic scenario
1. The user selects the “Calculate Daily Shading” option.
2. The system shows the “Calculate Daily Shading” window, which has the following options:
   - “Do not use the vegetation DEM” check box: used to indicate whether to use or not the vegetation DEM during the execution of the model. This option is enabled only if the vegetation DEM is loaded.
   - “Do not show the temporal images during the execution” check box: used to indicate whether to see or not the graphics shown during the execution.
   - “Select the output folder” button: used to select a folder where the output is stored.
   - “Execution interval” spinner: where the user has to specify the time interval the model has to base its execution (this interval is specified in minutes, where the minimum value is 1 and the default is 60 minutes).
   - “Day/Month” spinner: where the user has to specify the day and the month the model has to base its execution.
   - “Cancel” button: used to cancel the whole action and to close the “Calculate Daily Shading” window.
   - “Calculate Daily Shading” button: used to calculate the daily shading and to close the “Calculate Daily Shading” window.

   **Note:** the combination “Day = 29” and “Month = 2” is not allowed by the system.

Scenario 2: Button “Select the output folder” is pressed
1. The user presses the “Select the output folder” button.
2. The system shows a file chooser where the user has the chance to choose a folder where the output of the execution will take place.
3. The user chooses a destination path and presses the “Select” button from the file chooser.
4. The system closes the file chooser and notifies the output folder to the user.

Scenario 3: Button “Cancel” is pressed
1. The user presses the “Cancel” button.
2. The system closes the “Calculate Daily Shading” window.

Scenario 4: Button “Calculate Daily Shading” is pressed
1. The user presses the “Calculate Daily Shading” button.
2. The system checks if an output folder has been specified.
   [If an output folder has been specified]
3. The system closes the “Calculate Daily Shading” window and calculates the daily shading. A MATLAB window is shown at the end of the process with a summary of the data that has been stored in the output folder.
   [If an output folder has not been specified]
3. The system shows an “Invalid output folder” error message dialog.
4. The user presses the “OK” button from the current dialog.
5. The system closes the dialog.
8. Appendixes – Other information

This section describes the different file formats that the graphical interface follows in order to load the input data that must be loaded from a file.

8.1. Building DEM format

This section explains the format that a building DEM has to follow in order to be loaded in the system.

By default, the system will allow all types of file extensions in where a building DEM can be stored. In order to be successfully loaded, it has to follow the following format (including the order of the headers):

- ncols?#  (# = a round number greater than zero = number of columns of the matrix)
- nrows?#  (# = a round number greater than zero = number of rows of the matrix)
- xllcorner?# (# = a positive or negative decimal number = geographic “x” coordinate of the lower corner of the matrix)
- yllcorner?# (# = a positive or negative decimal number = geographic “y” coordinate of the left side of the matrix)
- cellsize?# (# = a positive decimal number, from 0 = size of 1 pixel)
- NODATA_value?# (# = a positive or negative decimal number = the value of no data)

The matrix of positive and/or negative decimal numbers representing the DEM. Each row is separated by a new line and each column by a blank character. The size is the one specified in the “ncols” and “nrows” headers.

**Note:** (? = 1 or more blank characters, including tabs).

An example of the above building DEM format is shown below:

```
ncols          350
nrows         350
xllcorner     39250
yllcorner     27993
cellsize       1
NODATA_value  -9999
0.723 0.207 0.341 0.408 0.439 0.455 0.463 0.461 0.445 0.409 0.371 0.36 0.347
0.337 0.319 0.312 0.312 0.301 0.297 0.294 0.289 0.285 0.276 0.275 0.268 0.257
0.244 0.199 0.924 0.924 0.928 0.924 0.931 0.931 0.934 0.935 0.937 0.939
0.942 0.941 0.944 0.949 0.953 0.954 0.969 0.976 0.977 0.301 0.461 0.341 0.337
```
8.2. SVF format

This section explains the format that the SVF (represented in five files) have to follow in order to be loaded in the system. Each of the files must have the same format.

By default, the system will allow all types of file extensions in where a SVF can be stored (the system will use the ASC extension when it has to create a SVF by its own, as it is an ASCII file). In order to be successfully loaded, it has to follow the following format (including the order of the headers):

- `ncols` (# = a round number greater than zero = number of columns of the matrix)
- `nrows` (# = a round number greater than zero = number of rows of the matrix)
- `xllcorner` (# = a positive or negative decimal number = geographic “x” coordinate of the lower corner of the matrix)
- `yllcorner` (# = a positive or negative decimal number = geographic “y” coordinate of the left side of the matrix)
- `cellsize` (# = a positive decimal number, from 0 = size of 1 pixel)
- `NODATA_value` (# = a positive or negative decimal number = the value of no data)

The matrix of positive and decimal numbers between 0 and 1 (including both) representing the SVF. Each row is separated by a new line and each column by a blank character. The size is the one specified in the “ncols” and “nrows” headers.

**Note:** (? = 1 or more blank characters, including tabs).

An example of the above SVF format is shown below:

```
ncols          350
nrows         350
xllcorner     39250
yllcorner     27993
cellsize       1
NODATA_value  -9999
0.723 0.207 0.341 0.408 0.439 0.455 0.463 0.461 0.445 0.409 0.371 0.36 0.347
0.337 0.319 0.312 0.312 0.301 0.297 0.294 0.289 0.285 0.276 0.275 0.268 0.257
0.244 0.199 0.924 0.924 0.923 0.928 0.924 0.931 0.931 0.934 0.935 0.937 0.939
0.942 0.941 0.944 0.949 0.953 0.954 0.969 0.976 0.977 0.301 0.461 0.341 0.337
```

**Important:** both the building and the vegetation SVFs must have the same header (that is, the same values for the first five lines) and size of the matrix than the building DEM.
8.3. SVF in ZIP

This section explains the format that the SVF have to follow in order to be loaded in the system from a ZIP file. In order to do this, an illustrative example is shown below:

If the ZIP file is called, for instance, test.zip, then the SVF must have the following names (the extension is irrelevant):

- test
- testN
- testS
- testE
- testW

Each file that represents the SVF should then follow the format explained in section 8.2.

The system will follow the same format when creating and saving the SVF by its own. This means that both the ZIP file and the five files that represent the SVF will make use of the name given by the user. Besides, the five files of the SVF will be also added in their names the corresponding directions that they represent (that is: N, S, E, W or nothing for all directions).
8.4. Meteorological data format

This section explains the format that the meteorological data file has to follow in order to be able to load the meteorological data in the system.

By default, the system will allow all types of file extensions in where the meteorological data can be stored. In order to be successfully loaded, it has to follow the following format (including the order of the columns):

```
year month day hour Ta RH radG radD radI
yyyy mm dd h a b c d e
```

Where all the columns are separated by a tab and:

- `yyyy` = a year with 4 digits.
- `mm` = a month (a round number between 1 and 12, including both).
- `dd` = a day (a round number between 1 and 31, including both. The values 29, 30 and 31 can appear depending on the chosen month and year, as it is specified in the Gregorian calendar).
- `h` = an hour (a round number between 0 and 23, including both).
- `a` = the air temperature (a positive or negative decimal number).
- `b` = the relative humidity (a decimal number between 0 and 100, including both).
- `c` = the global shortwave radiation (a decimal number from -50 to infinity).
- `d` = the diffuse shortwave radiation (a decimal number from -50 to infinity).
- `e` = the direct shortwave radiation (a decimal number from -50 to infinity).

An example of the above format is shown below:

```
year month day hour Ta RH radG radD radI
2005 10 11 1 12.9 92 0 0 0
2005 10 11 2 12.6 92 0 0 0
2005 10 11 7 11.9 89 5.1 5.1 0
2005 10 11 8 12.5 86 63.2 39.3 222.1
2005 10 11 9 14.3 78 172 59.8 499.1
2005 10 11 11 17.5 64 347.2 75.5 695.7
```
8.5. Location files

This section explains all the information relative to the location files. First, the idea behind the location files will be explained and then the way the system deals with them will be detailed.

As an effort of saving time and being able to achieving a user-friendly interface, the system has a small storage where the most important locations in the world are presented. The information regarded for a location is the one shown below:

- **Longitude.**
- **Latitude.**
- **Altitude.**
- **UTC.**

This information is always needed for the system to be executed, as every DEM belongs to a certain city and the weather conditions change depending on where the place is located around the world. Therefore it is necessary to situate the map in order to obtain reliable results.

The system will store a basic list of the main locations in one file, which is going to be considered as a global file. The format of this file is shown below:

```
name_country    name_city    longitude    latitude    altitude    utc
```

Where all the columns are separated by a tab and:

- `name_country` = the name of the country (for instance: Sweden).
- `name_city` = the name of the city (for instance: Gothenburg).
- `longitude` = the longitude where the city is located.
- `latitude` = the latitude where the city is located.
- `altitude` = the altitude where the city is located.
- `utc` = the UTC of the city.

Besides there is another file, the so called local file, which is going to be empty at the beginning and is going to be the one where there will be stored the different locations the user might add.

Both the global and the local files have the same format and will be always sorted by the name of the country and city (for each country). The user will never realize the difference of these two files, as he/she will always see one sorted list (which will contain both lists together).
When a new version of the software comes, a new version of the global file might be published too, while the local file will be empty again, but in this case the user can replace the local one with the one he/she has from the previous version of the software, so that he/she can keep the locations he/she added and avoid re-adding them again.

If the user modifies a location that belongs to the global file, then the system will move this location to the local file and with the new values of the parameters. When a new global file is downloaded, then the user will see two entries with the same name of the city, so that he/she will have to remove the one that is not required (probably the one from the global file).
8.6. Vegetation DEM format

This section explains the format that a vegetation DEM has to follow in order to be loaded in the system.

By default, the system will allow all types of file extensions in where a vegetation DEM can be stored. In order to be successfully loaded, it has to follow the following format (including the order of the headers):

\[
\begin{array}{cccccccc}
ID & ttype & dia & height & trunk & x & y & build \\
i & t & d & h & tr & x & y & b \\
\end{array}
\]

Where all the columns are separated by a tab and:

- \(i\) = tree identifier (a round number from 1 to infinity).
- \(t\) = tree type (a round number that can only have the three following values: 1 = Conifer; 2 = Deciduous; 3 = Bush).
- \(d\) = tree diameter in meters (a decimal number from 0 to infinity).
- \(h\) = tree height in meters (a decimal number from 0 to infinity).
- \(tr\) = tree trunk size in meters (a decimal number from 0 to infinity). This value cannot be equal or greater than the tree height. Besides, the bush tree will always have a value of 0.0 for this column.
- \(x\) = ‘x’ coordinate from the building DEM where the tree is located (a round number from 1 to the maximum ‘x’ value of the building DEM).
- \(y\) = ‘y’ coordinate from the building DEM where the tree is located (a round number from 1 to the maximum ‘y’ value of the building DEM).
- \(b\) = an area that corresponds with a marked building from the building DEM. This value is automatically assigned by the application the first time the user marks the buildings. Therefore if new trees are added manually, this value has to be 0.0 (decimal format). On the contrary, if there are marked buildings but not trees, there will be entries with values 0.0 in all the columns excepting in the “build” one.

An example of the above vegetation DEM format is shown below:

\[
\begin{array}{cccccccc}
ID & ttype & dia & height & trunk & x & y & build \\
0.0 & 0.0 & 0.0 & 0.0 & 0.0 & 0.0 & 0.0 & 16873.0 \\
2.0 & 1.0 & 10.0 & 30.0 & 5.0 & 128.0 & 133.0 & 17307.0 \\
3.0 & 3.0 & 5.0 & 5.0 & 0.0 & 182.0 & 58.0 & 10155.0 \\
4.0 & 2.0 & 15.0 & 20.0 & 5.0 & 133.0 & 40.0 & 23081.0 \\
5.0 & 1.0 & 5.0 & 6.0 & 5.0 & 144.0 & 234.0 & 19425.0 \\
\end{array}
\]

Important: every time a new vegetation file is saved (or loaded) within the interface, a new vegetation SVF must be created (or loaded) as well.
9. Definitions, acronyms and abbreviations

This section provides useful information for the reader while the document is being read, such as a list with the definition of uncommon or double meaning words and the acronyms and abbreviations used along the document.

9.1. Definitions

ASC file extension: It is an ASCII text file.

Button: It is a part of a window that triggers a sequence of actions, when it is pressed, like opening a new window or storing some information.

Input data: It refers to all the main files and information that must be indicated by the user in order to execute the SOLWEIG model.

Software: Is a general term used to describe a collection of computer programs, procedures and documentation that perform some task on a computer system [6].

System: It is the final application itself, which interacts with the user and allows him/her to execute the offered services.

ZIP file format: It is a data compression and archive format. A ZIP file contains one or more files that have been compressed to reduce file size, or stored as-is.

9.2. Acronyms and abbreviations


DEM: Digital Elevation Model [4].

MCR: MATLAB Compiler Runtime.

SOLWEIG: SOLar and LongWave Environmental Irradiance Geometry.

SRS: Software Requirements Specification [8].

SVF: Sky View Factor.

UTC: Coordinated Universal Time.

URS: User Requirements Specification [7].
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