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Abstract

Context: The importance of software maintainability is well-addressed by software engineering research, in general. Particularly for object-oriented and open-source software, measurements as a means to represent maintainability are well-established. Nevertheless, there is a lack of a similar understanding for software maintainability of executable models, which are widely used in the automotive industry, predominantly, using Simulink. Maintainability for automotive software is the main setting of this thesis. Software growth and complexity which are concepts related to maintainability are also investigated. Objective: In this thesis, we aim to investigate maintainability for model-based software in the automotive domain. We explore the aspects it consists of, elicit maintainability measurements, and assess their applicability in practice. Additionally, we investigate two approaches to evaluate existing measurement data. First, we show how outliers with a significant impact on software quality can be identified in measurement data. Second, regarding software growth in the context of Simulink models, we show which predictions are relevant to practitioners, how these can be reliably conducted, and which environmental factors software growth is affected by. Lastly, in this thesis, we aim to present a practical implementation of software quality-focused design and evaluation of an automotive software architecture.

Method: As Simulink models are widely used in the automotive industry, we always work in close collaboration with practitioners from industry. Hence, the majority of the work presented in this thesis has been performed in the form of case studies within the automotive industry in Sweden and Germany. In addition, we always associate findings from the industry with current research using literature. We use multiple qualitative and quantitative research methods. This includes literature reviews, interviews and workshops with practitioners in industry, surveys, and software measurement with consecutive data analysis and hypothesis testing.

Results: In this thesis, we present a categorized list of aspects related to the maintainability of Simulink models, as well as a list of measures for the maintainability of Simulink models ranked by practitioners from industry. We provide evidence that simple size measures can be more applicable maintainability measures in practice than more complex measures. We present an approach to detect impactful outliers in measurement data. Furthermore, concerning software growth, we list environmental factors affecting software growth measurement and prediction. We further provide a collection of practitioners’ expectations towards growth predictions and rank prediction approaches for growth measurements by their applicability in industry. Lastly, we present an approach to the design and evaluate a software architecture in the automotive industry.

Conclusion: With these results, we provide a taxonomy of maintainability for Simulink models and respective measurements. Together with the methods for data analysis, we move a step towards a common understanding of maintainability for Simulink models which is presently missing. Next to that, we present approaches for maintainability measurement and analysis applicable in practical work environments. Thereby, we facilitate the application of rigorous measurements and analysis in the domain of automotive software.
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Chapter 1

Introduction

Automotive Software is growing in size and complexity as vehicles are required to become more and more intelligent. Modern premium cars can easily accommodate over 100 million lines of software code (cf. [1] and [2]). Next to the challenge of growing software size, automotive software is often complex. For example, Pretschner et al. [3] mention high complexity due to hardware/software interaction and the distributed nature of automotive software. Even though there is an ongoing change of paradigms towards multi-purpose computers, which is highlighted, for example, by Zerfowski and Buttle [4], currently software in cars is distributed over multiple electronic control units (ECUs) specialized for specific components of the car. In his study, Vogelsang [5] has recently shown that such automotive architectures contain numerous feature dependencies, which may largely be unknown to the developers. Accordingly, architectural design for automotive software is required to embrace the interaction of possibly 100 computing units working and interacting simultaneously. Lastly, in addition to the challenges of growth and complexity, Pretschner et al. [3] found that there is a large number of tools used in automotive software development and Bock et al. [6] highlight that there is a constant change in development methods, processes, and tool chains. Altogether, this shows that developing software in the automotive domain poses various challenges.

Considering ongoing trends in the field, currently predominantly electrification and autonomous driving, we expect above challenges to exacerbate. For example, Vdovic et al. [7] list a set of challenges in regard to electrification. In particular, they mention the challenge of increasing architectural complexity and the need for better software quality. Regarding autonomous driving, Mallozzi et al. [8] found that the uncertainties when driving autonomously and the related need for constant adaptation pose a challenge towards future automotive software and its architecture. Furthermore, they mention the vast amount of data received from sensors and the environment which in turn motivates the wide use of machine learning approaches to be a challenge for automotive software development.

Software engineering research provides investigations and solutions addressing software quality, maintainability, and architectural design in general. However, on multiple occasions during our work in the automotive industry, we identified a lack of such coverage in the specific field of automotive software.
and model-based software development. According to Altinger et al. [9], model-based software, using the Matlab/Simulink development environment, makes up for on third of the development activities in the field. Hence, there is a clear need for further investigations to which extent currently existing approaches are applicable in the context of model-based software development with Simulink in the automotive industry. Considering this scope, in this thesis, we look into the aspects of software quality and architecture design with a particular focus on maintainability and its associated concepts of software complexity and software growth.

Maintenance is a major part of a software project life-cycle. Low maintainability has been associated to a low motivation and productivity among developers, as well as high project costs (cf. [10] and [11]). Furthermore, the constant change with the field of automotive software development seems to be reflected in the development teams, too. We observed change and fluctuation in the teams which may lead to the constant need to instruct new team members. Maintainable software may reduce respective efforts. Lastly, we have seen that software in automotive is often continuously evolved from existing versions. A car, evolving to a new version, usually still contains the same major parts like, for example, the engine, brakes, airbags, etc. Hence, reuse is important. Maintainable software may facilitate this extensive need for reuse in the field. All these factors motivated us to conduct research in this area.

In this thesis, our main approach to evaluate software quality and maintainability is by using software measurements as it is an established approach to quantify the concept of software quality. For example, Fenton and Bieman [12] describe how the size and other structural attributes of software relate to its quality and how measuring those attributes provides us with a way of describing quality according to clear, predefined rules. Measuring provides deterministic and replicable results for our studies.

1.1 Background and Scope

As software quality and maintainability are main aspects of this thesis we follow clear and established definitions in all of the included studies. Throughout the thesis, we use the definitions from the ISO/IEC 25000 series standard for software quality characteristics. The standard defines maintainability as follows

\textit{Maintainability}

\[
\text{"[The] degree of effectiveness and efficiency with which a product or system can be modified by the intended maintainers."}
\]

These modifications include corrections, improvements or adaptation. Modifications may occur during initial software development and during later maintenance phases. We study both in this thesis and treat them as equally important. The ISO/IEC 25000 standard series was the most apparent choice for our definitions. It is well-established and used in research as well as in practice. Whenever we needed to determine which quality characteristic a practitioner or a paper refers to, we mapped their descriptions to the definitions from the standard.
1.1. BACKGROUND AND SCOPE

Maintainability comprises seven sub-characteristics, modularity, reusability, analysability, changeability, modiﬁcation stability, testability, and maintainability compliance. All sub-characteristics are considered when investigating maintainability. This applies, for example, when judging studies or replies from practitioners.

During this thesis we also discuss two other concepts related to maintainability, which are (a) software complexity and (b) software growth. The following will introduce both concepts. Complexity (a) has multiple deﬁnitions. For example, Antinyan et al. [13] interpret complexity as “[..] an emergent property of code that is magniﬁed by the addition of more elements and/or interconnections, changing the existing elements and interconnections, or not clearly specifying the function of existing elements.” In this deﬁnition, the connection to maintainability is explicit. In this thesis we understand complexity as one possible aspect affecting software maintainability.

In general, we are led by the concept that independent of its cause, complexity always is related to how the software can be understood by the developers. Furthermore, in some situations, complexity might be unavoidable, for example, if artifacts demand extensive logic. In a recent work on complexity with a focus on cyber-physical systems, Kopetz [14] discusses these concepts in detail. Kopetz claims that complexity can be categorized as “object complexity”, focusing on the properties of a software artifact, and “cognitive complexity”, focusing on how an observer comprehends the artifact. In this thesis, we do not make this distinction as we consider both of the concepts of complexity to be strongly related. Instead, we understand complexity as always related to an observer.

Furthermore, Kopetz elaborates on the terms of essential complexity and accidental/incidental complexity, following the terms created by Brooks and Kugler [15] and Dvorak [16]. Complexity is essential if it is unavoidable to create the functionality of a system. Complexity is accidental or incidental if created unintentionally or because of inadequate design decisions. Separating between these two categories is out of the scope of this thesis as we are mostly interested in the connection of complexity and maintainability. We are aiming to understand which aspects of a software artifact make it more diﬃcult to maintain, independent of its accidental or essential nature.

This leads to two observations. First, a software artifact which is highly complex only becomes a problem if it has to be maintained. Second, complexity can become problematic if it is not controlled, for example, if it is unintended or unmanaged. The concept of the recently emerging term technical debt is relate to these unintended complexities which may accumulate over time. The connection of technical debt and maintainability is shown, for example by Li et al. [17]. Most of the studies that they investigated mentioned a negative eﬀect of technical debt on the maintainability of a software system. Accordingly, we understand complexity, technical debt, and maintainability as strongly related and far from being fully understood. Particularly, we see a high need to investigate how complexity affects the maintainability of model-based software in the automotive industry.

In industrial practice, complexity is a widely used term. At times, this leads to biased interpretations, for example related to the well-known concept of cyclomatic complexity. To illustrate that, we observed that some engineers may
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perceive large software artifacts as complex, while others concern interdependencies or the levels of nested blocks inside a model. In practice, it is critical to first investigate what exactly makes a software artifact complex before using existing metrics. Hence, we expect that practitioners will benefit from in-depth studies aimed to improve understanding of maintainability and complexity in the domain of automotive software development.

Software size (b) is the second concept used in this thesis, related to maintainability. Many studies indicate this relation, for example, Sjøberg et al. [18] and more recently Gil and Lalouche [19]. In practice, software exceeding size limits set by hardware or software requirements causes long loading, build, and deployment times. Hence, while software grows in size and complexity, situations arise where refactoring and software maintenance becomes necessary. Hence, size and growth measurement is an important part of this thesis.

For the majority of studies comprising this thesis, we focus on software used in the automotive industry as subject of study; examples from our industrial collaborations include Simulink models used during the development of embedded systems for multiple vehicle control functions. Whereas vehicle control functions in this thesis include all functionality used to operate functionality within the vehicle. For example, this includes steering, braking, and safety, but also climate management and entertainment functions. In general, research on model-based software is broad and established. Liebel et al. [20] outlined current trends regarding model-based software engineering and found that various languages are used. UML and SysML are common but there is also a broad spectrum of domain-specific languages. The amount of available tools is vast and Liebel et al. found Matlab with Simulink and State Flow, Eclipse-based tools, and Enterprise Architect. The wide set of languages and tools indicates that depending on the domain or context, models may be understood differently. In this thesis, we use the following classification created by Zheng and Taylor [21]: the goal of any modeling in this thesis is to create compilable and executable models so they can replace source code as main development artifact. Throughout the thesis, we call these models executable models. Simulink models are one example of such executable models which are heavily used in the automotive industry. Most of the studies in this thesis focus particularly on Simulink models. As Simulink models are largely used to implement control software in vehicles, our interpretation of automotive software is limited to control software and generally excludes higher-level components like, for example, infotainment systems. Simulink models usually rely a set of tools and artifacts like code generators, version control, connected libraries, etc. In this thesis, we are trying to isolate the models and investigate them independent of the surrounding tool chain.

In Paper F, we raise the level of abstraction and investigate software sitting on top of the vehicle control layer. Specific details can be found in Chapter7. Figure 1.1 summarizes the scope for a better overview. It shows that we focus on Simulink in Papers A to E and on higher-level software in Paper F. It also shows that automotive software is not limited to these fields but hosts a variety of different tools, languages and application areas.
1.2 Study Goals

The overall goal of this thesis can be summarized to investigating maintainability and related concepts for model-based software in the automotive domain. We combined the specific study goals from each paper to the following three goals which we address in this thesis.

G1 Understanding and measuring maintainability of Simulink models in the automotive industry

G2 Interpreting and evaluating measurement results received in the automotive industry

G3 Designing and Evaluating a reference architecture in the automotive industry

In Table 1.1, we assigned the papers in this thesis to a goal and highlight the particular focus of the study. For example, the focus of Paper A is on aspects of and metrics for maintainability which in turn addresses Goal 1. The table visualizes how the studies are connected.

Papers A to E all have either maintainability or a related concept in focus. In Paper F software quality, including maintainability, is part of the design and evaluation of the architecture. Software measurement is a major aspect of our studies, too. In all our studies, we either use software measures, compare their performances, or evaluate their results. Software measurement is particularly prominent in Papers A to C where we compare and evaluate metrics. Papers C to E build on top of results from software measurements. In Paper F we use measurements to evaluate a reference architecture.

The following research questions are derived from the goals and summarized from the individual papers. All research questions are limited to automotive software development.

RQ1 How is maintainability of Simulink models interpreted in practice?

- Answered in Papers A and B
Table 1.1: Goals and focus for each paper presented in this thesis

<table>
<thead>
<tr>
<th>Goal</th>
<th>Study</th>
<th>Focus</th>
<th>Details</th>
</tr>
</thead>
<tbody>
<tr>
<td>G1</td>
<td>Paper A</td>
<td>Maintainability</td>
<td>Metrics Aspects</td>
</tr>
<tr>
<td>G1</td>
<td>Paper B</td>
<td>Complexity</td>
<td>Metrics Aspects</td>
</tr>
<tr>
<td>G2</td>
<td>Paper C</td>
<td>Quality</td>
<td>Metrics Outlier analysis</td>
</tr>
<tr>
<td>G2</td>
<td>Paper D</td>
<td>Growth</td>
<td>Prediction approaches</td>
</tr>
<tr>
<td>G2</td>
<td>Paper E</td>
<td>Growth</td>
<td>Environmental aspects</td>
</tr>
<tr>
<td>G3</td>
<td>Paper F</td>
<td>Architecture</td>
<td>Requirements Design Evaluation</td>
</tr>
</tbody>
</table>

RQ2 What are applicable measurements for maintainability, complexity, and growth of Simulink models?

- Answered in Papers A, B, and C

RQ3 What are methods to interpret and evaluate measurement results in practice?

- Answered in Papers C and D

RQ4 What are environmental aspects affecting software growth measurement results?

- Answered in Paper E

RQ5 How to design and evaluate a reference architecture?

- Answered in Paper F

1.3 Related Work

In this section we focus on related work respective to the main goal of the thesis of investigating maintainability and related concepts. Related work on other more specific aspects of the thesis are presented in the respective papers. For related work, the scope is not reduced to automotive software and Simulink. We looked into approaches from other domains as well as looking for work on general model-based software or even architecture design.

As mentioned in Section 1.1, there are multiple standards addressing software maintainability and it is a well-defined concept. Next to the standards, we were not able to find extensive research covering the interpretation of maintainability in the automotive industry. Practitioners may interpret the
1.4 Research Methodology

The thesis work was conducted in close collaboration with industry. All studies investigate research questions in practice. In our research and data-collection methods, we always relate to practitioners by investigating existing documents, conducting interviews, workshops, or surveys. These methods are used either as an initial step to collect data to be confirmed or evaluated consecutively or as a confirming step after collecting data from other sources. This work with practitioners is always paired with literature studies or measurement and data analysis methods. Thereby, in each study, we achieve method/data triangulation. Table 1.2 contains an overview of all data collection methods used in the included studies.

In most studies, we start with a comprehensive investigation of existing literature. Four of our studies involve some measurements of software artifacts at a case company and consecutive data analysis and thereby have a very applied focus. This includes Papers B, C, D, and F which can be best described as case studies. Paper A and E also address research questions emerged from practice. They have a strong focus on the underlying concepts.

In their paper, Stol and Fitzgerald [29] categorize studies according to four scales.
Table 1.2: Data collection methods used in this thesis

<table>
<thead>
<tr>
<th>Methods</th>
<th>Data sources</th>
</tr>
</thead>
<tbody>
<tr>
<td>Paper A</td>
<td>Literature study: 8 final papers</td>
</tr>
<tr>
<td></td>
<td>Survey: 45 participants</td>
</tr>
<tr>
<td>Paper B</td>
<td>Software measurement: 65 artifacts, 3 measures</td>
</tr>
<tr>
<td></td>
<td>Stakeholder interviews: 8 participants</td>
</tr>
<tr>
<td>Paper C</td>
<td>Software measurement: 71 artifacts, 4 measures</td>
</tr>
<tr>
<td></td>
<td>Stakeholder interviews: 6 participants</td>
</tr>
<tr>
<td>Paper D</td>
<td>Literature study: 3 existing literature reviews</td>
</tr>
<tr>
<td></td>
<td>Stakeholder interviews: 6 participants</td>
</tr>
<tr>
<td></td>
<td>Software measurements: 48 artifacts, 1 measure</td>
</tr>
<tr>
<td>Paper E</td>
<td>Literature study: 5 final papers</td>
</tr>
<tr>
<td></td>
<td>Survey: 22 participants</td>
</tr>
<tr>
<td>Part 1</td>
<td>Stakeholder interviews: 13 participants</td>
</tr>
<tr>
<td></td>
<td>Existing document analysis: 4 documents</td>
</tr>
<tr>
<td>Paper F</td>
<td>Literature study: 5 final papers</td>
</tr>
<tr>
<td>Part 2</td>
<td>Stakeholder workshops: 2 participants</td>
</tr>
</tbody>
</table>

software engineering. To provide a better understanding of the set of studies attached with this thesis, we categorize them using the scales proposed by them. The four scales are obtrusiveness, research focus, generalizability, and setting. They are explained in the following list.

- **Obtrusiveness**
  This scale describes the extent of control researchers have on the study setting. For example, in controlled experiments, researchers have full control over variables and confounding factors while in case studies in the field researchers usually merely observe.

- **Focus**
  This scale has three categories, ‘actor’, ‘context’, and ‘behavior’. This in an indicator as to which aspect of a study is represented as most realistic or most generalizable. For example, in survey studies, the actors are in the focus and as realistically represented as possible. In field studies, on the other hand, the context is in focus. Lastly, experimental studies are a typical example for a strong focus on a behavior.

- **Generalizability**
  This scale describes how universally results are applicable. The scale goes from ‘universal’ to ‘particular’.

- **Research setting**
1.4. RESEARCH METHODOLOGY

Table 1.3: Categorization of the studies included in the thesis

<table>
<thead>
<tr>
<th>Source</th>
<th>obtrusiveness</th>
<th>context</th>
<th>setting</th>
<th>focus</th>
<th>purpose</th>
</tr>
</thead>
<tbody>
<tr>
<td>Paper A</td>
<td>unobtrusive</td>
<td>universal</td>
<td>natural</td>
<td>actors</td>
<td>descriptive</td>
</tr>
<tr>
<td>Paper B</td>
<td>unobtrusive</td>
<td>particular</td>
<td>natural</td>
<td>actors</td>
<td>exploratory</td>
</tr>
<tr>
<td>Paper C</td>
<td>unobtrusive</td>
<td>particular</td>
<td>natural</td>
<td>context</td>
<td>exploratory</td>
</tr>
<tr>
<td>Paper D</td>
<td>unobtrusive</td>
<td>particular</td>
<td>natural</td>
<td>context</td>
<td>descriptive</td>
</tr>
<tr>
<td>Paper E</td>
<td>unobtrusive</td>
<td>universal</td>
<td>natural</td>
<td>actors</td>
<td>descriptive</td>
</tr>
<tr>
<td>Paper F</td>
<td>unobtrusive</td>
<td>particular</td>
<td>natural</td>
<td>context</td>
<td>exploratory</td>
</tr>
</tbody>
</table>

This scale contains for four categories describing how realistic the environment is in which the study is conducted. It reaches from ‘natural’ if the study is conducted in the field, to ‘contrived’, if the study environment is more artificial, like for example in a research lab, and ‘no empirical setting’ which corresponds to studies may also be ‘setting independent’ which may, for example, be achieved using a survey with a large sample size.

In Table 1.2 we decided to select the categories that fit our studies best. There are naturally always nuances to this particularly considering that we combine at least two research methods in each study. In addition to the scales provided by Stol and Fitzgerald, we list each study’s purpose, according to the four types presented by Runeson and Höst [30]. They are ‘exploratory’, ‘descriptive’, ‘explanatory’, and ‘improving’.

We always aimed to be as unobtrusive as possible in our studies. As we always investigate real world problems and actual practitioners in the field, we wanted to ensure to investigate the context as realistic as possible and avoid bias induced by us as researchers. This concept is, for example, highlighted in the work of Zelkowitz et al. [31]. Our studies are always in the automotive domain and we always concern observations in practice. Accordingly, our setting for each study is categorized as ‘natural’. Accordingly, we portrait the current status of the study setting as realistically as possible while we usually do not provide hard evidence for causal relationships. We also do not exercise control over our study setting.

While all studies are very similar regarding the above mentioned two scales, they are diverse regarding the focus and context scales. Regarding the study focus, the levels of obtrusiveness and setting practically exclude a focus on behavior due to the lack of control. The other two categories, namely ‘context’ and ‘actors’ are addressed to an equal extent. While studies A, B, and E are particularly focused on how practitioners in the field act, behave, and think, studies C, D and F rather focus on the phenomena and processes observable in the field. In studies A and E we aim for a high generalizability while the other studies have a very particular context.
The above categorizations are probably inherited by the purpose we seek to fulfill with our studies. The study purposes can be categorized as exploratory and descriptive (cf. [30]). In our studies, we usually aim to portrait the current situation in the field. Even though, we attempt to highlight associations we usually do not intent to reveal causal relationships as this would require to enforce a higher level of control.

1.5 Study Summaries

In this section we shortly introduce the studies attached with this thesis. We describe what was the motivation to conduct each study, which methods were used and what are the main outcomes.

1.5.1 Chapter 2: Understanding and Measuring Maintainability of Simulink Models (Paper A)

During our work with different Simulink modeling departments in industry and investigation of related literature, we identified a lack of comprehensive overviews for Simulink model maintainability. Accordingly, in this study we aimed to establish a taxonomy of the concept and to provide a list of metrics which can assess it. We used a literature review to collect existing metrics. We extracted 23 individual metrics, provided definitions, and discussed related maintainability sub-characteristics. In the subsequent survey, we selected the 17 most-relevant metrics for a ranking. 44 practitioners from industry assessed which of the metrics they believe addresses maintainability of Simulink models best. Hence, we present a ranked list of maintainability metrics which, according to our sample work best in practice. Additionally, the practitioners provided a list of positive and negative aspects which they believe affect maintainability. We used the 256 collected aspects to create a taxonomy of maintainability for Simulink models.

1.5.2 Chapter 3: Comparing the Applicability of Complexity Measurements for Simulink Models During Integration Testing – an Industrial Case Study (Paper B)

Similarly to the first study, this work addresses the need of understanding complexity in Simulink models. We aimed to compare three existing metrics to assess complexity in practice. We selected two size measurements and a complexity measurement based on existing work. Those measures were applied to 78 Simulink models currently used in practice. In consecutive interviews with the team developing the models, we were able to collect ratings of perceived complexity for each model. These ratings were independent of the measurement results and therefore unbiased. They could be compared directly with the measurement results. We showed that practitioners favor simple size metrics like block count and lines of code over more sophisticated metrics assessing the model structure and signal routing. This is particularly interesting as it was counter-intuitive to the practitioners. They favored the more complex
metrics, when asked to rank the metrics based on their underlying concepts in the beginning of the interviews. Hence, we showed not only which metric works better in practice but also that practitioners may be biased when rating metrics based on their description.

1.5.3 Chapter 4: Unveiling Anomalies and Their Impact on Software Quality in Model-Based Automotive Software Revisions with Software Metrics and Domain Experts (Paper C)

In the third study, after having a reasonable understanding of applicable metrics, we decided to investigate data analysis approaches. We investigated measurement results taken over time using version histories of the models. The goal was to develop a methodology to automatically highlight software versions where changes with high impact on software quality are made. We applied four metrics to 65,000 software revisions of 71 Simulink models. We then applied two different approaches from the fields of time series analysis and statistics to highlight outliers within the measurements. The identified outliers were then shown to the developers in individual interviews and follow-up workshops. They rated the impact of the changes made in the outlying software version regarding six software quality characteristics. Hence, we could verify if detected outliers actually reveal changes with high impact on software quality and which metrics reveal the most relevant outliers. We show that detected outliers are associated to the assessment of the practitioners. Hence, the automated outlier detection approach is applicable in practice. It is able to reveal software changes with high impact on software quality. We further showed that each metric reveals outliers with impact on different software quality characteristics. This approach can be used to analyze historic changes but also to survey current development.

1.5.4 Chapter 5: Predicting and Evaluating Software Model Growth in the Automotive Industry (Paper D)

In Chapter 5, we continued the work on data analysis by investigating how measurement results can be predicted in practice. Next to the best prediction approach, we aimed to investigate what practitioners actually expect from a prediction of measurement data. In this study we decided to focus on size measures as they exhibit certain practical advantages and also showed to be well-qualified to assess maintainability of Simulink models. We started with a literature review to collect existing approaches to predict time series of measurement data. At the same time, in interviews and workshops we collected the expectations towards the predictions from Simulink developers in practice. By extending the measurements conducted in Paper B, we collected 4,547 size measurements using the version history of 48 Simulink models. We found five different approaches currently used to predict measurement data grouped into linear, statistical approaches and non-linear machine learning approaches including neural networks and support vector machines. Further, we found that practitioners require long-term prediction, up to one month into the future
using approaches which require low maintenance effort. Speed is not a strong requirement. The prediction itself may run over night. When comparing the prediction results, we show that both, statistical and machine learning approaches are applicable to our data. Only support vector machines predicted our data significantly worse than the other approaches. The results for the statistical approaches were slightly better. They also require less maintainance effort as they do not have to be trained. Accordingly, in this study we show how to predict future development of measurement results in practice.

1.5.5 Chapter 6: Environmental Factors for Measurement and Prediction of Software Growth in the Automotive Industry (Paper E)

When predicting and analyzing software change and growth in the previous work, we found that functionality is not the only aspect influencing it. We saw that there is a continuous impact of external, environmental events affecting change within software which are not possible to predict when focusing only on functional or artifact-related factors. Research addressing non-artifact-related factors is scarce. We identified a need for a rigorous investigation of this problem.

Accordingly, in Chapter 6, we aimed to investigate environmental factors influencing software growth. Using a survey within automotive industry, we elicit factors from practitioners. A literature review complements the practitioners’ opinion with research findings. As result we created a synthesized list which includes, for example, factors like change in requirements, hardware, team size and the development environment.

1.5.6 Chapter 7: Design and Evaluation of a Customizable Multi-Domain Reference Architecture on top of Product Lines of Self-Driving Heavy Vehicles An Industrial Case Study (Paper F)

In Chapter 7, we develop and evaluate a reference architecture in an industrial context. The architecture is meant to capture all possible transport mission and route planning a heavy vehicle or a fleet thereof may perform. It focuses on high level software and does not include vehicle control software. While following the functional needs, the main goal was to design strictly following the major software quality requirements of software maintainability and portability. The evaluation, which was the second main goal, evaluated the same quality characteristics but specifically the sub-characteristics adaptability, changeability, and stability. All design and evaluation steps are based on rigorous analysis of current literature, stakeholder involvement, and existing document analysis. Hence, in this study we present a systematic process to design and evaluate reference architectures in practice. The process supports the design of the functional architecture while ensuring software quality.
1.6 Contributions

In this thesis, we contribute to the software engineering body of knowledge by answering five research questions. Regarding research question 1 on how maintainability is interpreted in the field, we found aspects explaining the concept in Papers A and B. Paper A resulted in 256 maintainability aspects, grouped into eleven categories and 77 sub-categories. We also ranked the aspects by the number of mentions. As the results are received from a broad survey, we are convinced that we provide an extensive classification of maintainability for the whole field of automotive software development with Simulink models. Paper B provides a ranked list of maintainability aspects from one industrial case company. Together, these results provide a comprehensive taxonomy and address the lack of rigorous literature assessing maintainability for Simulink models. Thereby, we contribute towards the understanding of software maintainability of Simulink models used in the automotive industry.

To answer research question 2, in Paper A, we collected 16 metrics to assess maintainability of executable models which we found applicable in the field. Therefrom, we extracted 23 re-occurring base measures for a better understanding of the building blocks used to design maintainability measurements and to increase generalizability as those base measures can be compared with measurements from other fields and the maintainability aspects collected for research question 1. Furthermore, we provide a ranking of the measures collected from 44 survey participants and are able to answer which metric is perceived to work best considering automotive Simulink models in practice. As highlighted in Section 1.3, rigorous and comprehensive overviews of measures for maintainability are missing. Hence, we understand that our identified measures are relevant to both, academia and industry; in addition, industry contributes from the directly applicable metrics presented in this thesis as they are broken down to their basic building blocks and are defined in detail. In Paper B, we compare the performance of three maintainability measures for Simulink, in practice. We present how well the metrics address the practitioners’ view of maintainability. By answering the first two research questions, we are convinced to present a realistic state-of-the-art view on maintainability in the field.

Research question 3 asks for the evaluation and interpretation of measurement results. In Paper C, we present a novel approach to uncover anomalies among measurement data with an impact on software quality. Hence, using measurements and outlier detection, we can show when changes to a software artifact have a high impact on software quality characteristics. In the same study, we verify the results using a single case study in the automotive industry. Our focus in Paper D are predictions of measurement data. We present the most relevant prediction approaches for model growth from literature, including traditional statistical approaches and more recent machine learning approaches using neural networks and support vector machines. We further collect a set of expectations towards predictions in practice from practitioners. This enables us to finally present a ranking of the prediction approaches by accuracy and other criteria important to the field. Hence, the results reported in this thesis contribute to industry by providing approaches that can be directly applied to evaluate measurement results. In addition, these approaches have also been
evaluated in practice. We could not find any study reporting a similar anomaly detection approach applied to measurement data. Hence, the approach also constitutes a novel contribution to academia.

Paper E addresses research question 4 by listing and explaining environmental factors affecting predictions and measurement data, in general. Thereby, we aim to improve future predictions and measurements by incorporating possible confounding factors. In Paper F, answering the last research question, we design and evaluate a complete reference architecture in the field. In the paper, we present a systematic process to designing reference architectures for automotive heavy vehicles. This includes applicable approaches to elicit and document requirements, make and document architectural design decisions, handle variability, and evaluate architectural quality.

1.7 Discussion

With the answers to the five research questions, we contribute towards the study goal of understanding maintainability of Simulink models in the field of automotive software engineering. Still, the combined results raise a set of questions to be discussed in the scope of this thesis.

1.7.1 What is the best metric to assess maintainability of Simulink models used in the automotive domain?

In this thesis, we present a set of metrics which may be used to measure maintainability of automotive software. The combined results of Papers A and B provide a ranked list of possibly applicable metrics. Some metrics may perform better than others but there is no single best metric to recommend in general. In practice, a set of highly metrics can be combined in a function. For example, one could combine the number of signal line crossings in a Simulink model in relation to the total number of signals. Both are highly ranked by practitioners in Paper A.

1.7.2 Are maintainability metrics from other domains applicable to Simulink?

We found that metrics from other domains partly follow similar concepts as metrics used for Simulink models. Regarding maintainability metrics in general, Jabangwe et al. \[32\] report that complexity, cohesion, coupling, and size measures correlate with maintainability of object oriented software. Similarly, when investigating object-oriented Java projects, Kozlov et al. \[33\] found that the number of code lines, data types, inputs, outputs, and cyclomatic complexity correlates with maintainability. For source code in general, Riaz et al. \[34\] found that size, complexity, and coupling are the most commonly used metrics. Next to the concept of size, the cohesion, and the coupling of components are recurring.

We found that these concepts can also be found in Simulink metrics. The concept of size, for example, appears in our best ranked metrics “Number of Signals/Transitions”, “Number of n-Ports”, and “Number of Out-Ports”.\[32\]
While the concepts are similar, it is important to note that the realization of these concepts into measurements may differ for Simulink. For example, the measure “number of code lines generated” from the model, an equivalent to the common size measurement lines of code, received a low ranking. Other metrics which were highly ranked in the context of Simulink are not typical in research on traditional software. These are measures specific to Simulink. This is, for example, the number of blocks in a model without proper configuration. Accordingly, we conclude that metrics from other domains are usually not directly applicable. They may need to be adapted to fit the Simulink domain.

1.7.3 How useful are prediction approaches for Simulink measurement results in practice?

Predicting measurement results is used in this thesis to predict the development of software quality of Simulink models. We found, that practitioners do not necessarily look for the most precise prediction approach. Especially not for only one next point in time but are rather interested in how a model will develop through the coming months. This has to be taken into account when choosing prediction approaches.

Further we observed that prediction approaches are susceptible to the number of inputs provided. This is particularly problematic considering the measurements presented in this thesis, which mostly assess structural attributes of software, like size or coupling. The problem arises if such attributes change only occasionally. This leads to respectively few data points and may affect the prediction performance. We found that particularly in these cases, linear prediction approaches seem to outperform machine learning approaches.

1.7.4 Threats to Validity

In Table 1.4 we collected the major threats from the studies collected in this thesis. As previously shown in Section 1.4, most of our studies are particular in context and have a natural setting. Specifically, Papers B, C, D and F can clearly be classified as case studies and consequently share a common threat to generalizability. Being aware of this, we always tried to mitigate using data and method triangulation but naturally, fully generalizable results cannot be achieved with this type of study. Hence, our results in these studies is limited to Simulink models or executable models within the automotive industry.

Paper F is a case study, too, but only the design of the actual architecture is specific to the case company. Other steps in the presented process, like the requirements and evaluation include a wide range of external information sources. Accordingly, we expect the presented concepts to be applicable in a broader context, too.

Partly, we are working with small samples which has an effect on the validity of our data analysis, as in Paper B and C. When working with small samples, we make our conclusions carefully, not to overestimate results. We also mitigate the threat to generalizability by making the sample as diverse as possible. For example, by interviewing practitioners taking on different roles in the company and with different experience.
<table>
<thead>
<tr>
<th>Paper</th>
<th>Topic Description</th>
<th>Mitigation</th>
</tr>
</thead>
<tbody>
<tr>
<td>A</td>
<td>Convenience sampling in the survey</td>
<td>Manual, extensive data extraction; At least two researchers per task; Survey design and formulation to avoid bias</td>
</tr>
<tr>
<td></td>
<td>Survey participants biased from existing metrics and approaches</td>
<td></td>
</tr>
<tr>
<td>B</td>
<td>Interviews with only one interviewer</td>
<td>Consecutive confirmatory workshops; Triangulation of results with qualitative data</td>
</tr>
<tr>
<td></td>
<td>Data analysis on few data points</td>
<td></td>
</tr>
<tr>
<td></td>
<td>Generalizability (single case)</td>
<td>Data and method triangulation</td>
</tr>
<tr>
<td>C</td>
<td>Generalizability (single case)</td>
<td>Interview experienced engineers; clearly outline data collection and analysis for replications</td>
</tr>
<tr>
<td></td>
<td>Human aspects in interviews</td>
<td>Introductions before interviews; open interviews with possibility to ask questions; confirmation with consecutive workshops</td>
</tr>
<tr>
<td></td>
<td>Small sample</td>
<td>Data and method triangulation</td>
</tr>
<tr>
<td>D</td>
<td>Generalizability (single case)</td>
<td>Clearly outline data collection and analysis for replications</td>
</tr>
<tr>
<td></td>
<td>Variability in machine learning methods</td>
<td>Provide step by step descriptions and used libraries</td>
</tr>
<tr>
<td></td>
<td>Small interview sample</td>
<td>Practitioners with different roles and experience</td>
</tr>
<tr>
<td>E</td>
<td>Convenience sampling in the survey</td>
<td>Analysis of start set topics and citation hierarchy</td>
</tr>
<tr>
<td></td>
<td>Bias start set in snowballing literature review</td>
<td></td>
</tr>
<tr>
<td>E</td>
<td>Generalizability (single case)</td>
<td>Extensive set of methods and samples (internal and external to the case company)</td>
</tr>
</tbody>
</table>

Table 1.4: Summary of the major threats to the validity of this thesis and their mitigation. Threats are on the left side and mitigations on the right.
Our two broader studies A and E, which are less prone to generalizability issues, rely on a survey in which convenience sampling was used to collect the participants. This could not be avoided to reach the intended population of practitioners. To reduce bias in the sample, we contacted a broad set of practitioners, diverse regarding experience, job title, and educational background.

To summarize, the results in our thesis are mostly confirmed within the scope of Simulink models within the automotive industry. Still, we have no reason to believe that the metrics and other findings may not be applicable to other modeling approaches, too. During the survey in paper A, we received answers from developers using other modeling languages like Modelica, Dymola, and UML. The number of respondents is not large enough for a deeper analysis but their statements indicate that similar concepts are important for other modeling languages, too.

1.8 Conclusions

In this thesis we investigated maintainability of automotive software. We extracted three goals, reaching from understanding and measuring maintainability, to interpreting and evaluating measurement results, to designing and evaluating a complete reference architecture. Five research questions were answered to address these goals. In the process, we collected an extensive set of measures and aspects describing maintainability in the field. Ranking of these measures and aspects allows us to recommend the metrics that shall be favored over others and highlight the aspects that describe maintainability best. We propose methods to predict the growth of software artifacts and to detect impactful outliers among measurement results. We provide a set of environmental factors affecting measurements allowing for the creation of more accurate measures. Lastly, we are able to present an applicable approach to designing and a reference architecture in the field. Even though, future work may provide an even deeper and more rigorous understanding of the applicability of maintainability measurements, we believe that results presented in this thesis present a considerable step to improve understanding, measuring, and evaluating maintainability of automotive software.

As whole, with this thesis, next to explaining maintainability in the field, we provide the metrics which are most applicable to measure it. Using the received measurement data, we show how to further evaluate and interpret results using outlier detection and predictions. We also show how prediction and measurement results can be further improved by determining environmental influences. Combining these results enables practitioners to establish a reliable assessment and more rigorous investigation of maintainability for Simulink models.

When interpreting these results we are able to address some of the challenges still present in the automotive industry. As confirmed, for example, by Dajsuren and van den Brand [1], Altinger [2], and Pretschner et al. [3], still currently, growth in size and complexity is challenging the domain and is aggravated by the trends towards electrification and automation. Establishing a rigorous understanding of what makes automotive software maintainable may help to
address the challenge of growth and complexity, while applicable measurements help to reliably assess where in the software these problems are most prominent. Together with the findings on interpreting and improving measurement results we have established further applicable and reliable approaches in the field to eventually cope with growing size and complexities.

Close collaboration with industry in all our studies increases the applicability of our results, which are at parts currently used in industry practice. Hence, we are convinced that the whole domain of Simulink software development in the automotive industry may benefit from this work. The use of method and data triangulation throughout the thesis is our strongest means to produce reliable results which contributes an academical advancement of the domain.


